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Kurzfassung

In dieser Diplomarbeit wird ein skelettbasiertes Matching-Verfahren fiir 2D - Ob-
jekte vorgestellt. Zunéchst werden aktuelle Ansdtze zum Matchen von Objekten
vorgestellt, anschliefend werden die Grundlagen von skelettbasiertem Matching
erklart.

Ein skelettbasiertes Verfahren wurde im Rahmen dieser Arbeit geméf des vor-
liegenden Original-Paper neu implementiert. Diese Implementierung wird anhand
einer Ahnlichkeitssuche in drei Bild-Datenbanken evaluiert. Stirken und Schwi-
chen des Verfahrens werden herausgearbeitet.

Des weiteren wird der vorgestellte Algorithmus auf Erweiterungen untersucht,
die das Matchen von 3D-Objekten ermoglichen sollen. Im speziellen wird das Ver-
fahren auf medizinische Daten angewendet: Pre- und postoperative CT-Aufnahmen
der abdominalen Aorta eines Patienten vor und nach einer Operation werden mit-
einander verglichen. Problemfélle und Erweiterungsansitze fiir das Matchen von
3D-Objekten im Allgemeinen und von Blutgefifen im Speziellen werden vorge-
stellt.

Abstract

In this diploma thesis a skeleton-based matching technique for 2D shapes is in-
troduced. First, current approaches for the matching of shapes will be presented.
The basics of skeleton-based matchings will be introduced.

In the context of this diploma thesis, a skeleton-based matching approach was
implemented as presented in the original paper. This implementation is evalu-
ated by performing a similarity search in three shape databases. Strengths and
limitations of the approach are pointed out.

In addition, the introduced algorithm will be examined with respect to extend-
ing it towards matching of 3D objects. In particular, the approach is applied to
medical data sets: Pre- and postoperative CT images of the abdominal aorta of one
patient will be compared. Problems and approaches for matching of 3D objects in
general and blood vessels in particular will be presented.
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Chapter 1

Introduction

1.1 Motivation

The amount of image data is growing rapidly, supported by the increasing possibil-
ities to save huge amount of data. So does the number of 3D models, as advanced
scanning methods and higher processing power get less expensive and hence more
widespread.

The problems stemming from this development are similar for both 2D and
3D data: The recording and consumption of such data gets more easy, but the
complexity of searching through the data and establishing relations between these
items complicates the access to the data. In comparison to well-tried data types like
plain text documents, images and 3D-models are difficult to manage by software.
For example, an image retrieval system enables the user to browse through a
database of images. Searching in semi-structured data like text documents is less
complex as search conditions can be controlled by syntactic means like keywords
contained in the documents. Image searches have to happen by semantic aspects
which are not explicitly known in an image [Sch06].

Similarity measures for 2D or 3D images are therefore an ongoing research
topic. They are an important contribution to various applications, like multimedia
retrieval, object classification or object recognition. Multimedia retrieval deals
with the problem of similarity search in databases where no explicit similarity for
the contained objects is known. Classification and recognition usually rely on a
comparison of a query shape to a set of known prototype shapes.

Thus, comparing two shapes is a key component in the applications mentioned
before. In order to compare two shapes, salient features of the two shapes are
selected. The query shape’s features are compared to the target shape’s features
based on a predefined similarity measure. That way, the features of one object can
be mapped to the features of another object so that they are as similar as possible:

13



14 CHAPTER 1. INTRODUCTION

Correspondences are established between the objects’ features. This process is also
called matching. The matching of two 2D or 3D images is hence a key component
in all of the applications mentioned before. The challenge is to find a meaningful
similarity measure that captures most of the original shape’s properties.

1.2 Document structure

This diploma thesis can be divided into two parts: First, the promising skeleton-
based technique for matching two-dimensional objects presented in [BLO8| will
be introduced. The technique was reimplemented, evaluated and tested for lim-
itations. Second, the possibilites to extend this technique for matching three-
dimensional objects are examined. The approach is tested by matching blood
vessel data.

This document is structured as follows: Chapter 2 gives an overview of existing
work for matching techniques of 2D and 3D images. In particular, previous work for
skeleton-based matching is examined. In chapter 3, the fundamentals of skeleton-
based matching approaches are explained, including basic notations, skeletons and
fundamentals of graph matching. Basic terms and notations will be introduced.
An outline of the matching algorithm presented in [BLOS§] is described in chapter 4.
In addition, the implementation of this algorithm is evaluated in several matching
and retrieval experiments on three shape databases. Advantages and limitations of
the algorithm are pointed out. In chapter 5 the problems for applying the algorithm
for the matching of 3D data are highlighted. Some ideas on the extension of this
approach to three-dimensional objects are introduced. Conclusions and future
work are summarized in chapter 6.



Chapter 2

Overview of matching techniques

When comparing two shapes, a representation for the shapes is needed. Usually,
the shape representation is a reduction of the complex information contained in
a shape. The representation has to preserve most important geometrical and
toplogical features of a shape while making it easy to apply matching algorithms
to them. The effectiveness of an algorithm for matching two- or three-dimensional
objects highly depends on the choice of representation for the object. Apart from
color- and texture based techniques, an important group of algorithms analyze
objects based on their shape. User surveys show that users, for example in the
context of an image retrieval system, are generally more interested in matching by
shape than by color or texture [SLV99].

Typical approaches for shape-based object matching techniques will be intro-
duced in this chapter.

Point set representation One approach is the matching based on unorganized
point sets. [CRO3| state that points are the “most fundamental of all features”.
Two sets of points are mapped by finding a useful local descriptor, like color or
location, then establishing a one-to-one correspondence between the two point sets
based on the descriptors.

[BMPO02| introduce as a shape descriptor the shape context. Within this ap-
proach the shape is represented by a finite set of boundary points, which are not
required to be landmarks or salient points. For each of these boundary points,
a coarse histogram containing the relative coordinates to the other points of the
shape is computed. The goal is to find corresponding pairs of points in both shapes
with shape contexts that have the highest similarity.

Typically, in approaches based on point sets, landmark points are extracted
from the shape, and these feature points are matched [SP08|. One possibility for
a local point descriptor is SIFT (scale-invariant feature transform) as proposed in

15



16 CHAPTER 2. OVERVIEW OF MATCHING TECHNIQUES

[Low04]. SIFT features are invariant to scale and rotation, and robust to global
illumination changes.

The strength of landmark representations is that, depending on the choice of
landmark, strong and non-ambiguous correspondences between the single elements
can be established [SP08]. When used alone however, point based matching ap-
proaches tend to suffer from supoptimal conditions like noise or outlier elements
[KG10, SK05| as they usually incorporate only local properties.

Boundary representation Another object matching approach is based on bound-
ary representations. A classic way to matching curves is based upon the models
of snakes as originally proposed in [KWT88]: In this model, a snake is a spline,
conceivable as an elastic band, influenced by both internal image forces and exter-
nal constraint forces, both trying to push the snake to model itself after the shape
of an object. These forces could be caused by a user interface or can be detected
automatically. The external force pushes the snake towards the correct location
on the shape, usually salient features like edges or lines, while the internal force is
used to align the shape with the contour.

[You98] use this idea and apply it directly to contour matching by estimating
the costs to stretch or bend the query object’s contour so that it best matches the
target object’s contour. The less energy needed to match the two contours to each
other, the higher the two shapes’ similarity is.

However, boundary representations cannot access shapes’ interior. [SKO05]
states that most curve based techniques are not invariant to scale or rotation.
Another problem is that deformable objects could lead to unsatisfying results
when using curve based techniques, for example in case of articulated joints. For
some applications, curve based representations lead to good results, mainly in lim-
ited domains like recognition of hand writing, but as the experiments in [SK05]
demonstrate, most curve-based approaches show their limitations when dealing
with overlapping object parts.

Skeleton representation Another approach for object representation, the skele-
ton or medial axis, gives access to both shape interiors and boundary properties.
The skeleton is the set of points within a shape that are the center of a maximal
inscribed disc within the shape, that touches the objects boundary in at least two
points. Thus, a skeleton is the reduction of a shape to a thin line centered within
the shape. A skeleton captures essential topology and shape information of the
object in a simple form [LP09]. Skeletons hold information about the interior of
an object as well as information about the object’s outline. When objects are rep-
resented by skeletons, these skeletons are mostly reduced to a graph, and usually
graph matching techniques can be applied. These are generally more computation-
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ally expensive than the matching of curves. Compared to curve based approaches,
skeleton-based methods show their advantages in the matching of deformable ob-
jects as they are more robust to overlaps, deformations or misplaced object parts
[SKO05].

In general, skeletons offer different possiblities for matching approaches. Com-
plete skeleton branches can be matched to the skeleton branches in the other skele-
ton. Another general approach is to match single salient skeleton points, usually
junction nodes or end nodes, or both.

Several approaches [SKK04, SK96, KSSK00, KSKO01] use a derived form of the
skeleton, called the shock graph or shock tree. Shock graphs were first introduced
in [SK96]. This derived representation differs from skeletons in that the contour
information of a shape is incorporated.

[KSSK00, KSKO01] match shock trees based on an edit-distance algorithm. The
edit distance is computed by traversing the rooted shock tree, and edit operations
like stretching or bending are applied to the traversed edges. The idea is to deform
one skeleton branch in one skeleton to another branch, that is more similar to a
specific branch in the other skeleton. Possible edit operations include operations
that might change the graph topology, as for instance inserting, merging or delet-
ing branches, and topology-preserving operations like stretching or compressing a
branch. Each edit operation comes with a predefined edit cost. The correspon-
dence between skeleton branches can then be found by finding the “cheapest” edit
operation to transform one shock graph into another. The similarity of two shapes
is defined as the sum of all edits costs. The skeleton needs to be converted to a
rooted tree before matching which might lead to a loss of topological information.

The main idea of the shock graph based approach introduced in [SKKO04] is to
“treat each shape as a point in a shape space and define the distance between two
shapes in terms of the minimum-cost deformation path connecting them” [SKKO04].
In order to reduce the dimensionality of all possible deformations, the shape space
is partitioned into shape cells, where each shape cell contains shapes having identi-
cal shock graph topology. In order to compute the similarity between two shapes,
an edit-distance algorithm similar to [KSKO01] is applied. Editing a query shape
will lead to one or more transitions between the shape cells. Correspondences
between two shapes can be established by observing these transitions.

[HHWO04] match skeletons mainly based on their topological information. Two
skeletons’ branches are matched according to their connectivity within the skeleton,
observing bifurcations at junction nodes in reference to the bifurcation angles be-
tween skeleton branches emanating from junction nodes. Furthermore, for object
recognition, the object shape variations are incorporated by computing a Gaussian
distribution on the distance values within the shape. This approach lacks flexibil-
ity for matching non-rigid objects: As the angle of branches at junction nodes
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differ if parts of the objects are moved, this is no reliable matching indicator for
articulated joints. Moreover, junction nodes tend to get disarranged in moving
objects [XWB09| and are thus not a reliable matching feature when used without
other support matching indicators.

[DSK*06, DSD09| deal with the problem that in noisy image data, due to
errors for example in image aquisition or segmentation, one-to-one matchings are
not always possible. This approach thus significantly differs from other approaches
in the process of the final matching. In most matching approaches, a one-to-
one correspondence is enforced. That is, each element in one skeleton has to
be matched to exactly one element in the other skeleton. [DSK*06| embed two
skeleton graphs into the same space and map each node’s attributes to a vector of
masses. In this scenario, the matching of skeletons is not the matching of a graph
anymore but the computation of the minimal flow from one weighted point set
to another which can be computed by Earth Mover’s Distance (EMD) [RTG9S].
The advantage of EMD over other approaches is that it permits partial matchings
instead of enforcing one-to-one-matchings.

Most of the existing approaches based on skeletons cannot deal with holes in
the shapes which would lead to loops in the skeleton [BLOS|. One advantage of the
algorithm proposed in [BLO8| (which will be described in detail later) over other
approaches is hence that loops are no problem for this algorithm.

Furthermore, several approaches for the matching of 3D models based on skele-
tons have been proposed. In [CDST05] the distance transform value is assigned
to each skeleton point which is used in the final matching process. Again, two
skeletons are matched using the FEarth Movers Distance which also permits partial
matchings.

[BI04] propose a backtracking-based approach. The main idea is to find the
largest common subgraph of two skeletons and compute the similarity between
them. In order to find corresponding vertices and edges, the length and angles
of branches at junction nodes are incorporated when computing the similarity be-
tween two subgraphs. This approach has exponential computation complexity. As
the angles of branches in this approach are a significant measurement for similarity
non-rigid objects are hard to match with this approach.

[SSGDO03] match the vertices of two skeleton graphs. A so-called signature
is assigned to each graph vertex. These signatures are vectors representing the
structure of the underlying subgraph at this node, based on the eigenvalues of the
subgraph’s adjacency matrix. The similarity between two nodes is then defined by
the distance between these signatures. Thus, this approach only takes local shape
information into account.



Chapter 3

Foundation of skeleton-based
matching

In the following chapter the fundamental concepts that form the foundation for
this thesis will be described.

As mentioned in chapter 1, in this diploma thesis a matching technique will
be presented and evaluated. In particular, the presented matching algorithm uses
skeletons as a shape descriptor. Therefore, section 3.1 will summarize the fun-
damental concepts of skeletons in 2D and 3D images. The computation of the
similarity between salient skeleton points will later be reduced to the problem of
matching time series, that is, sequences of real numbers. Section 3.2 therefore
introduces the main ideas of the matching of time series. As the final matching of
salient skeleton points will be based on graph theory problems, the fundamentals
of graph matching will be introduced in section 3.3. Finally, the basic concept of
retrieval systems will be introduced in section 3.4, as the matching algorithm will
be evaluated by a simple retrieval software.

3.1 Skeletons

Initially, the term skeleton, also called medial azis, has to be clarified. Skeletons are
a shape descriptor for objects. Shape descriptors generally represent shapes in an
abstracted way, reducing the content of the shape to facilitate further processing
and analysis. Skeletons in particular are an “abstraction of objects, which contain
both shape features and topological structures of original objects’ [BLLO7|. First,
skeletons will be introduced for 2D objects. Then, an introduction to 3D skeletons
will be given.

19



20 CHAPTER 3. FOUNDATION OF SKELETON-BASED MATCHING

3.1.1 Skeletons in 2D

For the first time, skeletons as a shape descriptor were mentioned 1967 in the work
of Harry Blum [Blu67| about visual perception of shapes. According to Blum’s idea,
from each edge and each corner of an object, waves are spreading uniformally in all
directions. These waves don’t interfere with each other, and all waves propagate in
the same speed. Two waves are cancelled as soon as they collide with each other.

One can imagine that the foreground pixels in a binary image are made of
prairie grass. All shape boundary points are then set on fire simultaneously, and
the fire fronts propagate inside the object at the same speed. After some time, two
or more of these fire fronts will converge in a point which is then said to belong to
the skeleton S of the shape. After a clash, the involved fire fronts are extinguished
[Ogn92|.

Another geometrical model of skeletons is to consider skeletons as the set of
all interior points of an object, where each point is the center of the largest disc
that exactly fits within the object boundary, called the largest inscribed disc. In
particular, a disc A is said to be a maximal inscribed disc if the following conditions
hold [Mai99|:

1. A is totally contained in the shape
2. There is no other disk totally contained in the shape which contains A

A maximal inscribed disk A centered at a skeleton point p touches the object
boundary in at least two points.

Figure 3.1: Rectangle and its skeleton, marked in black lines. A and B are skeleton
points, as both are the center of a maximal inscribed disc, touching the boundary in at
least two points. Image source: [Pall.

Figure 3.1 shows a simple example, a rectangle and its corresponding skeleton.
Three points within the shape are highlighted: A, B and C'. The maximal inscribed
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disc that center on them but fit within the shape is shown. The surrounding discs
centered at A and B touch the object boundary in at least two points. Thus, A
and B are skeleton points. C' is not a skeleton point, as the maximal inscribed
disc centered at C' touches the boundary at only one point. From the skeleton’s
definition it can be concluded that the skeleton is always completely contained
within the shape.

Both theoretical models - the propagation model and the model of maximal
inscribed discs - are equivalent. The geometric consideration underlying both is
that each skeleton point is equidistant to at least two boundary points.

Formally, and with the idea of maximal discs in mind, the skeleton S of a shape
2 with the boundary 0f) is defined as the set of all “points p in €2 that have at
least two boundary points a, b at minimum distance of p” [Ren09]:

S={peQ|3a,beda#b|p—al=|p—0l=D(p)} (3.1)

where D : Q) — R, is the distance transform, “assigning to each object point the
minimum distance to the boundary” [Ren09|. The boundary points a,b with the
described properties are called the feature points of the skeleton point p.

Figure 3.1 shows that a skeleton is a connected set of digital arcs, in this
example, straight lines. These curves are called skeleton branches. Each skeleton
branch consists of a finite number of skeleton points. Skeleton points can be
classified according to the number of their feature points. Skeleton points having
exactly two feature points are called connection points. Point B in the figure is
a so-called junction point, that is, a skeleton point where at least three skeleton
branches meet. Junction points have at least three feature points, depending on
the number of branches they are connecting. The maximal inscribed disc of an
endpoint partly overlaps with the shape contour. Thus, the feature points form
one contiguous set [Ren09].

For the purpose of image analysis, skeletons are often further simplified by
creating the so-called skeleton graph. A skeleton graph is a reduction of the original
skeleton to only end points and junction points, as these are the kind of points that
hold the skeleton’s topological information. Thus, the skeleton graph is created
by removing all connection points and directly connecting the remaining points
[YBYLO7, BLOS].

To use skeletons as a shape descriptor in digital image processing, the theo-
retical concepts of the skeleton have to be mapped to the discrete pixel space. A
shape’s skeleton is usually encoded in a binary image. Given a binary skeleton
image, the skeleton is defined by the set of pixels labeled as foreground pixels.
Generally, one foreground pixel represents one skeleton point. Henceforth, a pixel
in the skeleton binary image labeled as foreground will be referred to as skeleton
pixel, and the words skeleton point and skeleton pixel will be used interchangeably.
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When processing a skeleton image, it is desirable to be able to identify the
topological points, that is, end points and junction points, by the examanation
of the 8-neighborhood of the skeleton pixel. For example, a skeleton pixel having
exactly one adjacant skeleton pixel is an end point. The distinction between the
two remaining types of skeleton points is a little more complex. Generally, a skele-
ton point where at least three skeleton branches meet is called junction point, and
skeleton points that are neither end points nor junction points are called connec-
tion points. For the discrete case, one could conclude that junction points always
have at least three adjacent skeleton pixel in the 8-neighborhood, while connection
points have exactly two adjacent skeleton pixels. However, in practice, there are
pixel constellations where connection points have more than two neighbors. An
example is shown in figure 3.2. The left half of the image shows an example skele-
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Figure 3.2: Junction points can not be identified unambiguously in the 8-neighborhood.
As can be seen in the skeleton cut-outs in the right, in some constellations, the choice
of junction points depends on the order in which pixels are traversed when creating the
skeleton graph.

ton. The pixel rasters drawn in larger scale in the right half of the image show a
cut-out, of the skeleton in the left. As shown in the cut-outs, the choice of junc-
tion point depends on the order in which pixels are traversed when creating the
skeleton graph. Obviously, in this pixel constellation three different pixels could
be chosen as junction point. Thus, the identification of junction points requires
more consideration. One possibility is to classify junction points as they are en-
countered while traversing the skeleton branches, while all neighboring nodes are
classified as connection points. This would lead to random choices, as the choice of
junction point highly depends on the starting point for the traversal of the skeleton
points. This issue is not widely discussed in literature. [RJPO0O0] propose to deal
with this issue by assigning priorities to different types of connections of skeleton
pixels. The idea is to trace the skeleton branch at potential junction points in a
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way, that edge-connected neighbors are traversed first. The skeleton point with
the most edge-connected neighbors will be chosen as the junction point.

Skeleton properties An object’s skeleton has the following properties, which
can be derived from its formal definition [CS07, Ren09, Mai99|:

Centered By definition, skeletons are centered within the object. Furthermore,
a skeleton S of an object F' is totally contained in F. One problem with
this condition is the discretization in image processing. Due to inaccuracies
in the discrete pixel space, the skeleton might not be exactly centered. For
example, in a rectangle with a height of an even number of pixels, there are
two pixels that could be seen as center of the object, as shown in Figure 3.3.

Figure 3.3: In the discrete pixel space, skeletons are not exactly defined. In this
example, each square represents a pixel, grey pixels are boundary pixels. The clash of
the two fire fronts implied by the two arrows would be between the pixels marked with
red, which is not possible.

Thin The skeleton abstracts the original shape to a thin representation, and
thus has one dimension less than the original shape. In the discrete two-
dimensional case, the object is abstracted to a thin line. This means that
the skeleton is exactly one pixel thick at each position.

Homotopic A skeleton preserves the topology of the original object, as was
proven in [Lie04]. Simply said, “two objects have the same topology if they
have the same number of components, tunnels and cavities” [CS07|. That is,
the upper-level structures of an object €2 and its skeleton .S can be mapped
onto another by a continuous transformation [Mai99).

Reconstruction The structure of the skeleton alone is not sufficient for recon-
struction of the original shape. To allow the reconstruction of the original
shape from a skeleton, additional information has to be stored with the skele-
ton. If the distance of a skeleton point to its feature points is known, the
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original shape can be restored as it is known that the feature vectors pa and
pb pointing from a skeleton point p to its feature points a and b are normal
to the shape boundary [Ren09]. This structure is then called a medial axis
transform. However, in practice, accurate reconstruction can get difficult
due to inaccuracies in the pixel space, as shown in figure 3.3.

Uniqueness The medial axis transform is unique for different shapes. However,
the skeleton is not: Two different objects can have the same skeleton. An
example is shown in figure 3.4

Figure 3.4: Two different shapes, having the same skeleton. Image source: [Pal]

Connected A skeleton is contiguous. No gaps or holes exist on any skeleton
branch. In the discrete pixel space, this means that every skeleton point has
at least two skeleton points in its 8-neighborhood, besides end points, which
have exactly one skeleton neighbor pixel in the 8-neighborhood.

Transformation invariant As isometric transformations do not change the ge-
ometry of a shape, skeletons are invariant to isometric transformations like
rotation, translation and uniform scale change.

Unstable The biggest weakness of skeletons is their instability towards noise. Fig-
ure 3.5 shows the skeletons of a bird and the influence of various deformations
by noise.

The types of noise are classified as salt-and-pepper noise and boundary noise.
Salt-and-pepper, as shown in figure 3.5b, is the most intrusive noise in the
context of object skeletons. Removing one single pixel in the shape causes a
change in topology. Boundary noise can cause additional branches, as shown
in figure 3.5c and 3.5d.

Typically, these problems are dealt with by preprocessing the input image,
i.e. with gaussian smoothing. Additional branches, occuring by boundary
noise, can be eliminated after skeletonization. This instance is called pruning,
which will be explained later.
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Figure 3.5: 3.5a: regular skeleton. 3.5b: skeleton distorted by noise within the shape.
3.5c and 3.5d: skeleton distorted by boundary noise.

3.1.2 Skeletons in 3D

Up to now, skeletons for two-dimensional objects were discussed. Skeletons in
the three-dimensional space are quite similar in the main principles, but are more
difficult to define.

In general, a skeleton is a reduction of dimensions of the original shape. For
the two-dimensional case, this means that two-dimensional planes are mapped to
a set of one-dimensional lines, as described earlier. In the three-dimensional case,
a distinction between S32 surface skeletons and S*! curve skeletons is made.

(a) Surface skeleton (b) Curve skeleton

Figure 3.6: Figure 3.6a: Surface skeleton of a hand shape. Figure 3.6b: Curve skeleton
of a hand shape. Image source: [Ren09|

The surface skeleton is the direct transfer of the Blum skeleton to three dimen-
sional data and thus, has similar properties. The definition of a skeleton point is
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adjusted so it can apply to 3D: A skeleton point is not the center of a maximal in-
scribed disc, but the center of a maximal inscribed sphere. One can imagine that
this direct transfer of the blum skeleton to 3D does not directly lead to curves,
like in 2D, but to surfaces within the 3D shape. Thus, the surface skeleton is
a set of manifolds, called sheets [Ren09]. These sheets can be 2D surfaces and
curves. Curves occur mainly in object parts with tubular form, while surfaces can
be expected in more flattened object parts. An example for a surface skeleton is
shown in figure 3.6a. The figure shows that the surface skeleton has a 2D surface
structure inside the palm of the hand, while the fingers contain curves, similar to
the two-dimensional skeletons. .

In most applications, however, a further reduction of the object is desired.
Curve skeletons are a reduction of three-dimensional shapes to only one dimen-
sional curves. The problem with curve skeletons is that they are not well defined,
and no mathematical definition has been formulated yet [DS06|. The problem
lies hereby in the fact that the most desirable property of the curve skeleton -
centeredness - is difficult to define mathematically for 3D curve skeletons. While
for tubular shapes, like the fingers in the hand shape shown in figure 3.6a, the
centered skeleton is comparatively easy to define and compute, for more complex
shapes, it becomes less clear which points are “centered” within the shape.

Curve skeletons are conceptually related to the Blum skeletons, Thus, they
share many properties. As curve skeletons lack of a formal definition, however,
most properties are more explicit requirements rather than implied by their defi-
nition [Ren09].

Centered As mentioned before, this most prominent desired property of curve
skeletons is hard to compute, and various approaches have been proposed
to define the centeredness of the one-dimensional curve within the three-
dimensional object. For example, one possibility is to restrict the curve
skeleton to a subset of the surface skeleton [DS06].

Thin Like the two-dimensional Blum skeleton, the curve skeleton should be thin.
For the discrete three-dimensional space this means the skeleton should be
exactly one voxel thick.

Homotopic The curve skeleton should preserve the original shape’s topology. In
the three-dimensional space this means that each tunnel in the shape results
in a loop in the curve skeleton.

Reconstruction As the curve skeleton preserves the geometry of the original
shape to a lesser extent, the reconstruction of the shape based on the curve
skeleton is generally not possible. Usually, the curve skeleton preserves only
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geometric information about salient features in the shape, as they are sup-
posed to reach into all salient parts of the original shape and terminate at
prominent points on the shape contour.

Connected Like the two-dimensional Blum skeleton, the curve skeleton is sup-
posed to be connected. That is, there should be no missing voxels (“holes”)
in the skeleton branches.

3.1.3 Skeletonization in 2D

The process of extracting a skeleton from an object is called skeletonization. In
the following, skeletonization algorithms are introduced, first for 2D and then also
for 3D shapes.

There are in principle four main classes for skeletonization techniques: Grass-
fire simulations, thinning algorithms, algorithms based on Voronoi diagrams, and
distance map based algorithms [BLL07, PSST03, Ren09].

Grassfire simulations Grassfire simulations actually try to implement the idea
of skeletons as proposed by Blum, simulating fire fronts spreading from a shape’s
contour. Algorithms of this class are rather rare [OK95]. An early work is intro-
duced in [Mon69|, where each fire front is represented by a sequence of straight-line
segments and arcs. In [LL92|, active contours are used to model the fire fronts.
The snakes in this approach are controlled by a 3D surface H, specified by a previ-
ously computed distance transform. A weight is assigned to the snake that makes
it fall down on the slopes of the surface.

Thinning algorithms The general idea of thinning algorithms is to iterativily
erase pixels from the shape boundary, until only a skeleton remains. A boundary
pixel p is deleted depending on the configuration of the neighbor pixels of p. In
each iteration, contour pixels of the shape are inspected for their topological rele-
vance. The idea is to identify those pixels that are essential for representing the
shape. Like in other morphological operators, the conditions that dictate whether
a pixel can be deleted without changing the object’s toplogy are usually encoded
by structuring elements, also called kernel or template. A match of the template
within the shape causes the center pixel to be deleted.

One of the difficulties in thinning algorithms is that they have to consider
global properties of the shape, like connectedness, though they operate only in a
3 x 3 window. Another problem is to locate skeleton end points as these must
not get deleted [DP81]. Thus, a pixel is deletable, if it is no end point, and if no
connectivities in the original image are destroyed [LLS92|. That is, if two pixel p
and ¢ were connected in the original shape, and both pixels are not deleted during
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the process, they need to stay connected after the deletion. For example, the
erosion shown in figure 3.7 is no valid thinning operation, as parts of the original
shape get disconnected during the process.

Figure 3.7: Parts of the object get disonnected in the reduction process. Thus, the
erosion shown is no valid thinning operation.

The process of deleting pixels is repeated until no pixels can be deleted any
more without violating the operator’s conditions. Obviously, the result of the
thinning process in sequential algorithms heavily relies on the order how pixels are
removed. Thus, the result of an iteration depends not only on the result of the
previous iteration, but also on the removed pixels in the current iteration. Parallel
algorithms deal with this issue by inspecting multiple points for deletion. That
way, in parallel algorithms the removal of pixels depend only on the result of the
previous iteration. Figure 3.8 shows an example of the thinning process on a simple
binary image.

Thinning algorithms usually guarantee connected skeletons. But mostly, the
result is not perfectly thinned as not all unnecessary pixels can be deleted in the
thinning process, and unimportant skeleton branches may remain. Thus, addi-
tional postprocessing methods are needed.

Voronoi diagrams Another class of skeletonization algorithms are techniques
based on Voronoi diagrams. A Voronoi diagram paritions the given space in so
called Voronoi cells. Usually, the input is a set of points in a plane, called gen-
erating points or sites. A Voronoi cell of a site is then the set of all points on
the plane, that are closer to this site than to any other site on the plane. In the
context of skeletonization, boundary points are used as sites. The Voronoi edges
located completely outside the shape are discarded, as are edges that intersect
with the shape boundary. All remaining Voronoi edges form the skeleton. De-
pending on the number of generating points, the skeleton resulting from Voronoi
based approaches consist of more or less long straight lines. Figure 3.9 shows an
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Figure 3.8: Figure 3.8a: Structuring elements. The image is thinned sequentially by
the structuring element shown, and then with the remaining six 90 °rotations of the two
elements in each iteration. This process is repeated until no pixels are removed any more.
Figure 3.8b: Original shape. Figure 3.8c: Skeleton, after the thinning process. Image
source: [FPWWO04].

example of a skeleton, extracted from a Voronoi diagram. The most severe prob-
lem in Voronoi diagram based methods is the choice of generating points. The
more sampling points were used, the more spurious branches are contained in the
resulting skeleton. Besides, the approach is very sensitive to boundary noise. If
the number of sample boundary points is to high, the generation of the Voronoi
diagram becomes intensive in computational time as well as in memory usage. If
too few sampling points are used, it becomes more likely that important boundary
points are not taken into account for skeleton generation.

Distance maps The idea in distance map based approaches is to first compute
the distance map for the input shape. Different distance functions have been used
for that purpose. The euclidean distance map is neither trivial nor efficient to com-
pute, but the euclidean distance can be substituted by simpler distance functions
like chessboard or Manhattan distance. This usually leads to less complex com-
putations, but reduces the distance precision. The skeleton can then be extracted
from the computed distance map. The general idea is as follows: The distance map
can be seen as a height map, and skeleton points can be found at local maxima.
This might lead to single points on the distance map’s peaks, which requires addi-
tional post processing methods to guarantee connected results. [Cha07| introduce
an algorithm for finding the ridges in the distance map by creating a sign map for
an object’s distance map: The rows of the distance map are scanned from left to
right. If a pixel has a higher value than its left neighbor, this pixel in the sign map
is marked by a “+”. If both pixels have the same value in the distance map, the
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Figure 3.9: Example for a Voronoi diagram based skeleton. The original shape (a
rectangle) is shown in grey. The black dots are sampled on the shape boundary as
generating points. The corresponding Voronoi cells are indicated by black lines. Voronoi
edges outside the shape, as well as Voronoi edges intersecting with the shape boundary
are discared. The remaining edges form the skeleton, marked in red. Image source: [Pal].

current pixel is marked with a “0”, and it is marked with a “-” if the left neighbor
has a higher value than the current pixel. The process is repeated for the columns
of the distance map. The resulting sign maps are visualized in figure 3.10.

These sign maps are then analysed to find ridges. The most obvious indicator
for a ridge is a “+-"-pattern in the sign map. To handle two neighboring points
having the same distance to the object boundary, the “4-0-" pattern is also included
as an indicator for a ridge. With this technique, the result is still not connected,
so the gaps have to be filled by tracing the maximum gradient paths around the
found ridges.

Each of the skeletonization algorithms have their advantages and disadvantages.
Neither of them can preserve all desired skeleton properties as discussed before.
[CSMO07]| examine the classes of skeletonization algorithms with respect to their
preservation of some of the desired properties. Table 3.1 shows an overview of
their conclusions.

The examination is based on the general idea of the skeletonization algorithm
classes. However, variations of these classes can have subtle differences in some
of these properties. For example, the centeredness of the skeleton produced by a
skeletonization algorithm based on Voronoi diagrams depends on the density of
the sampling points.
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Figure 3.10: Both sign maps based on the euclidean distance map. The left figure
shows the sign map for the image’s rows, the right image shows the sign map for the
image’s columns. Image source: [LKMT]

3.1.4 Skeletonization in 3D

For 3D, skeletonization algorithms are based on similar concepts as the 2D algo-
rithms. The skeletonization approaches in 3D can be classified into the same classes
as the 2D algorithms: Grassfire simulations, thinning algorithms, algorithms based
on Voronoi diagrams, and distance map based algorithms.

Grassfire simulations [QSO04] model the skeletonization process after the orig-
inal idea of Blum and simulate the wave propagation within the shape. Where two
wave fronts meet, the point is marked as a skeleton point. This simple approach
leads to surface skeletons, as in complex objects, the waves are rarely expected to
clash in one centerline. [SLSKO07| generate curve skeletons by using a grassfire sim-
ulation: They use model deformations to observe competing fire fronts to extract
multiple centered lines, approximations for the actual skeleton. By keeping track
of the reconstruction of the original shape, the “best” centered axis is chosen from
the set of generated lines.

Thinning algorithms The idea of thinning algorithms in 3D is similar to the
thinning algorithms in 2D, namely to iteratively delete those voxels from the shape
border that satisfy specific geometric and topological contraints. The thinning
algorithms in 3D however can also be classified by the type of skeleton they produce.
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Thinning | Voronoi | Distance Map
Centered - - v
Thin - v v
Homotopic v v -
Reconstruction - - -
Connected v v -
Robust - - -
Invariance - v v

Table 3.1: An overview of the skeletonization algorithms and the properties they guar-
antee in the resulting skeletons.

Some algorithms extract the surface skeleton [Ber95, Pal08| while others directly
compute the curve skeleton [PK98, XTP03, LG07|. Like in 2D, the difficulty is
to preserve the global connectivity by only inspecting the 3 x 3 x 3 neighborhood
of a voxel. Usually, a voxel is tested against a set of template voxels to test if it
can be removed without changing the topology. A schematic visualization of the
thinning process is shown in figure 3.11.
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Figure 3.11: Thinning of a 3D shape. In each phase, voxels are erased from the shape
border, until only a center line - indicated in this figure by the dark voxels - remains.
Image source: [Pall.



3.1. SKELETONS 33

Voronoi diagrams A skeletonization approach for 3D meshes based on Voronoi
diagrams is introduced in [HBKO01]. From the computed Voronoi cells, the Voronoi
poles are extracted, resulting in a point cloud within the volume. Two Voronoi
poles are then connected by an edge if the corresponding mesh vertices also were
connected by an edge. Thus, each mesh triangle is mapped to a triangle of Voronoi
poles, forming a surface skeleton within the shape.

Distance maps Another way to skeletonize 3D volumes uses the volume’s dis-
tance transform as basis. [TWO02] compute the skeleton by computing the 2D-
distance transform for each axis-parallel 2D slice in the 3D volume. In the next
step, the resulting three volumes are intersected voxel by voxel, and that way, the
3D centerline is obtained. [DWTO06]| present a distance map based skeletonization
algorithm using the GPU. The volume’s distance transform is computed and sam-
pled in a 3D texture. The distance value is assigned to the depth channel of the
voxel, and the skeleton can then be extracted using the Z-buffer depth test.

3.1.5 Skeleton pruning

Usually, the skeletons generated by the proposed skeletonization approaches con-
tain spurious branches, mostly caused by boundary noise. Thus, the used skele-
tonization algorithm has to ensure stability of the skeleton. There are generally
two main approaches to handle this problem: The first one is to preprocess the
input shape, typically by smoothing. The idea is to eliminate noise before the
skeleton is computed. The other possibility is to edit the skeleton during or after
the skeletonization process and to erase unimportant skeleton branches based on
a predefined importance measure. The process of finding and deleting spurious
skeleton parts is called pruning. Generally, the pruning process can be integrated
in the skeletonization process or it can be applied after the skeletonization process.
Figure 3.12 shows an example for a skeleton before and after pruning.

The problem is to find a meaningful significance measure for skeleton points and
skeleton branches, respectively. Spurious branches should get deleted completely,
while branches holding important information about the object’s geometry have
to be preserved. An introduction to pruning techniques is presented in [SB9S|.

In [THO2| an area-based pruning method is proposed. The idea is to analyse if
features on the object boundary that lead to additional skeleton branches are to be
considered noise or significant features. For this purpose, the features are defined
as the set of triangles associated with any subtree of the skeleton. An example
is shown in figure 3.13. Features that cover an area smaller than a user-defined
threshold are considered as noise, and thus, the skeleton branches caused by these
features can be deleted.
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Figure 3.12: Left: skeleton containing spurious branches. Right: Skeleton after pruning.
Image source: [BLLO7|

[O192] propose several relevance measures for skeleton points based on the
boundary curve connecting a skeleton point’s feature points. This approach is
based on the fundamental observation that skeleton branches that lie deep within
the object are less sensitive to boundary noise than the outer parts. The length
of the shortest path from one feature point to the other along the boundary is
considered to be an indicator for the importance of a skeleton point. If this distance
is long, the concerned skeleton point is likely to lie deep inside the object and thus
may not be removed. If the distance is below a threshold, this indicates that
the skeleton point was caused by noise and can be removed. Connectivities are
preserved in this approach, but pruning based on the residual function might lead
to the loss of end nodes.

[SBH*11] introduce a siginificance measure based on the bending potential
ratio. The bending potential ratio is defined for a skeleton point p and its feature
points ¢; and ¢z. An isosceles triangle with the base qiqz is defined with the
additional vertex g such that

d(g,q1) = d(g,q2) = %l(fhﬂh) (3.2)

where [(q1, g2) is the arc length between ¢; and ¢y, measured on the boundary. g is
then called the ghost point of the contour segment between ¢; and go. The bending

potential ratio is defined
h
e(p,q1,q2) = h—g (3.3)
P

where h, is the height of triangle ¢, 9¢2, and h,, ist the height of triangle ¢;pgs.
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Figure 3.13: Area-based pruning. The left image shows the original, unpruned skeleton.
The shaded regions in the right image are smaller in area than the given user-defined
threshold. Image source: [TH02]

As hg is influenced by the length of the contour segment, it holds information
about the bending of the contour segment. The assumption is, the higher h, is
the more significant is the corresponding skeleton point p.

The bending potential ratio contains not only local information of the contour
segment between ¢; and ¢, encoded by hy, but also the context where it is located.
If a skeleton point is located on a broad part of the object, it is more likely to be
interpreted as a feature if only the arc length of the contour segment is taken into
account. Therefore, h, is included to avoid hastily considering skeleton points as
features. Figure 3.14 shows a visualization of the bending potential ratio.

Since the skeleton to work on is the fundament for further analysis, the used
skeletonization and pruning algorithm have to be chosen carefully. For the exper-
iments in this diploma thesis, the pruning algorithm introduced in [BLLO7| has
been used, as it promises to preserve the shape topology, while removing most
spurious branches. Besides, the applicability of this approach has been proven in
[BLO8]. The proposed technique is based on the observation that shapes usually
can be segmented into a few regions or visual parts, and for each of these regions,
only one skeleton branch is needed to represent it. The main idea of this prun-
ing approach is therefore to remove all skeleton points whose feature points are
located on the same contour segment. The difficulty is to partition the contour
in a meaningful way. An algorithm for simplifying shapes called Discrete Curve
FEvolution (DCE) proposed in [LL99b| and [LL99a] is used for this purpose.

The fundamental observation of DCE is that, due to finite image resolution, a
shape boundary in an image can be represented as a finite polygon. During the
process of DCE, the polygon vertices with the smallest shape contributions are
removed recursively from the shape boundary. Thus, in every evolution step, a
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Figure 3.14: Definition of the bending potential ratio. p is the skeleton point to be
examined for relevance, ¢; and ¢y are the feature points of p. Image source: [SBHT11]

polygon is obtained in which the less important vertices of the previous polygon
are removed, until only a subset of boundary vertices remains that best represents
the original shape.
The unanswered question remaining is what “important” means in this context.
In [LLI9b| a relevance measure for a vertex v, depending on v and its two neighbor
vertices u,w in the polygon P! of the current evolution process i, is introduced.
Intuitively, the relevance measure takes into account the shape contribution of
vertex v to the current polygon. Formally, it is given by
Blil

K(v,u,w) = K(B,h,b) = R (3.4)

where 3 is the turn angle at v in P?, [; is the length of the polygon edge 7u and
[ is the length of the polygon edge vw. The assumption is, the higher the value
of K(u,v,w) is, the larger is the shape contribution of arc wo UTw to the polygon
in the current evolution step. The vertices with the lowest relevance value can be
deleted.

The pruned skeleton is then computed with respect to the obtained DCE seg-
ments, while concave vertices are ignored. The deletion of a vertex v results in the
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deletion of a complete skeleton branch, namely of the branch ending at v. As the
remaining boundary points remain at their position, the skeleton is not displaced
by this process. Figure 3.15 shows an example for the simplification of the original
shape. By deleting boundary points, also skeleton branches are deleted.

Figure 3.15: Skeleton pruning by contour partitioning. The original contour of the
shape gets simplified in each evolution step. The simplified polygon is marked in red.
The deletion of a vertex results in the deletion of the skeleton branch ending at this
vertex. Image source: [BLL07]

3.2 Matching of time series

The concept of time series can be used in various applications, such as word recog-
nition and tracking of moving objects in video sequences. As will be shown later,
also a skeleton’s end nodes can be treated as time series. Therefore, in this section
the matching of time series is introduced.

A time series is a sequence of data points, that is, real numbers. One of the main
problems when dealing with time series is that the time axis might be partially
streched or compressed. For example in speech recognition, speakers might vary
in their pronouncation of words especially in the extent of vocals.
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Various approaches have been proposed to deal with the matching of time
series. The general idea is usually to arrange both time series a and b in a matrix
R, where each matrix cell R;; holds the information about the cost to align the
two elements a; and b;. The best alignment for a and b is then found by mapping
elements of a to elements of b which is then the problem of finding the cheapest
path through the matrix.

One problem when using dynamic time warping (DTW) [BC94]| is that the
exact beginning and ending of the time series have to be known for both sequences
which is not always the case. Minimal Variance Matching (MVM) [LMWT05]
deals with this problem by treating the cost matrix R as a directed graph.

However, the problem remaining in both approaches is the dealing with outlier
elements in one the two time series. An outlier element is an element in one of
the two series that cannot be matched to any element in the other series. Out-
lier elements can have a significant effect on the overall alignment result. Every
element of series a must correspond to some element of the series b, and vice
versa. The Longest Common Subsequence (LCSS) [DGM97| approach deals with
these outlier elements by aligning subsequences, found by moving a window over
the two sequences. The performance of this approach depends largely upon the
configuration of a manually set threshold.

An extension of DTW and MVM, respectively, that deals with the problem of
outlier elements, is the Optimal Subsequence Bijection proposed in [LWKTMO7].
As OSB also is used in the matching algorithm proposed in 4, this approach will
now be explained in detail.

Given are two time series a = (ai,...,a,) and b = (by,...,b,). “The goal
of OSB is to find subsequences a’ of a and b of b such that @’ best matches o
[LWKTMO07|. First, the two time series are arranged in a cost matrix R. The
elements of a are charted in the matrix rows, the elements of b are charted in the
matrix columns. The matrix cell R;; contains the similarity value for a; and b;.
There are no restrictions on the distance function used. One possibility is to use
the difference between a; and b;:

Tij = (b] — ai) (35)

The idea is to find the least-value path through the matrix without going back-
wards, neither in the rows nor in the columns. As in MVM, the idea is to treat
the cost matrix as a directed acyclic graph. The vertices of the graph are all in-
dex pairs (i,7) € {1,...,m} x {1,...,n}. Thus, one graph vertex represents one
matrix cell. Two vertices (7, ) and (k,1) are connected by an edge if the following
conditions hold:

1. ©+ 1 < k, that is, rows in the matrix can be skipped, but it is not allowed
to go backwards
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2. 7+ 1 <, that is, columns in the matrix can be skipped, but it is not allowed
to go backwards.

The edge weight w((1, j), (k,l)) depends upon whether the two vertices (7, j) and
(k,l) are directly adjacent in the matrix. In particular, the edge weight w is
determined by

d(a;, b;), ifi+t+l=Fkandj+1<I

w(('laj)a(kal)) = { kE—i—1 .jumpcost7 ifi4+1<k andj+ 1< (36)

The first definition covers the case that the two vertices represent two consecutive
rows in the cost matrix. The distance between two elements d(a;, b;) is defined
by the entry in the cost matrix at index (i,j). There is no explicit penalty for
skipping columns. The second condition holds if rows are skipped in the cost
matrix. The value jumpcost in this definition is a constant used as a penalty for
skipping rows in the matrix. This constant has to be chosen carefully, as too many
elements might be skipped if the penalty is too low, but if jumpcost is too high,
elements might be forced to align even if they do not correspond. [BLO08| propose
to compute jumpcost as

Jjumpcost = mean;(min;(d(a;,b;))) + std;(min;(d(a;,b;))) (3.7)

For every element a; the closest element b; is found. For all of these minimum dis-
tance values, the mean is computed, and the standard deviation for these minimum
distance values is added.

Once the weighted graph is built, the problem of matching the two input time
series can be solved by finding the shortest path through the graph, using the
shortest path algorithm on a directed acyclic graph. Each path can start at ry;,
for j = 1,...,n — m, that is, in the first row in the first n — m columns. The
end vertex for each path is restricted to r,,; with j = n —m,...,n. For any
correspondence f, the total distance between two time series is then defined by

da,b, ) = — S (o, by)? (3.9
i=1

The following example, extended from [LWKTMO7|, will show the basic prin-
ciples of the OSB function. Given are the two time series a = (1,2,8,6,8) and
b=(1,2,9,3,3,5,9). First, the two time series are used to create the difference
matrix R with R;; = b; — a;:

0 1 8 2 2 4 8
-1 0 7 1 1 3 7

R=|-7 =61 -5 -5 -3 1 (3.9)
5 -4 3 -3 -3 -1 3
-7 =6 1 -5 -5 -3 1



40 CHAPTER 3. FOUNDATION OF SKELETON-BASED MATCHING

Based on this matrix, the directed weighted graph can be constructed as
desribed above: The elements in the matrix are represented by graph nodes. Nodes
are connected by an edge if this edge would not mean that one can traverse the
matrix in a wrong order, that is, going upwards in the rows or backwards in the
column. To each edge a weight is assigned: if the edge connects two nodes (i, j)
and (k,l) that represent two consecutive rows in the matrix, the edge weight is
given by the value of matrix entry (k,l). If the edge connects two nodes that are
at least two rows in the matrix apart from each other, the edge weight is given
by jumpcost, multiplied by the number of skipped rows. To make it possible to
skip also the border elements (that is, the first and last row and the first and
last column), dummy rows and column are added to the beginning and end of the
matrix. Figure 3.16 shows the edge creation for entry (0,0) in the matrix to the
first few graph nodes, the remaining nodes are skipped in this figure to preserve a
better overview.

)

‘
‘

——( )

(2-0-1)*jc (2-0-1)*jc (2-0-1)*jc
1
(3-0-1)*jc (3-0-1)*jc (3-0-1)*jc

Figure 3.16: An example for the construction of a directed acyclic graph, based on
the path distance matrix in 3.9. The graph nodes are the elements of the matrix. The
figure shows the edge creation from the upper left entry (0,0) in the matrix to the nearest
other graph nodes (the other nodes are not shown to ensure a clear arrangement). The
abbreviation jc stand for the constant jumpcost. Observe that skipping columns in the
matrix is not explicitly punished, in constrast to the skipping of rows in the matrix.

:

For all other nodes in the graph the procedure is the same as shown in figure
3.16. Once the graph is built, the shortest path algorithm on a directed acyclic
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graph can be applied to find the cheapest path through the matrix. The path
found by this approach is highlighted in the following matrix:

0 1 8 2 2 4 8
-1 0 7 1 1 3 7
R=|-7 =61 -5 -5 -3 1 (3.10)
5 —4 3 -3 -3 -1 3
-7 =6 1 -5 -5 -3 1

The highlighted entries are the corresponding elements of the time series. In
this example, no rows are skipped. Finally, the overall distance between the two
sequences is computed as defined in equation 3.8.

3.3 Graph Matching

Many real-world scenarios such as networks, path finding problems or communica-
tion flows can be described by graphs. As will be shown later, also the matching of
two shapes can be mapped to a graph matching problem. Thus, fundamentals of
graph matching will be introduced in the following section. An important field of
graph theory research, the assignment problem, will be discussed in section 3.3.2.

3.3.1 Terms and definitions

Formally, a graph is defined as follows [Die05, BM76, Jun07|: A graph G is an
ordered pair G = (V| E) of sets, where V is a non-empty, finite set of vertices,
and a set of edges F where the elements of £ are 2-element subsets of V', with
V N E = (. Thus, a graph consists of vertices that are connected by edges. Two
vertices u and v are connected if there is an edge e € E with e = (u,v). If two
vertices are connected by an edge, they are said to be adjacent or neighbors. A
vertex in a graph is said to be incident with an edge if it is connected to another
vertex by this particular edge.

The number of vertices in a graph is called its order, denoted by | G |. If all
edges e € E are an unordered pair of vertices u,v € V the graph is said to be
undirected. If all edges e € E are an ordered pair of vertices, the graph is said to
be directed.

Edges can be defined uniquely by the two vertices they connect. However,
additional information can be assigned to the edges, called weights or costs. A
graph with weighted edges is called a weighted graph. Weighted graphs are used
in many contexts, such as routing or matching problems.

A graph path is a non-empty graph such that V' = {zg,x1,..., 2} and E =
{zox1, 2129, ..., Tk_12%}. A path length in unweighted graphs is determined by
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the number of vertices visited in the path. In weighted graphs the path length is
usually determined by the sum of the weights of the traversed edges.

Graphs can be classified according to their properties. One class of graphs is
the r-partite graphs. A graph G = (V, E) is called r-partite if the vertices of G can
be partitioned into r classes such that each edge has its ends in different classes,
with » € N+ and r > 2. That is, two vertices within the same class must not be
adjacent.

Figure 3.17: Example for a bipartite graph. Image source: [Wik11].

A special case of the r-partite graph is the bipartite graph with r = 2. In
particular, it has been shown that the object matching in image processing can be
mapped to the bipartite graph matching problem. Figure 3.17 shows an example
for a bipartite graph.

3.3.2 The assignment problem

A matching M in the context of graphs, also called correspondence, is a subset of
all edges in a graph G such that no edges share the same end nodes. In other words,
all edges e € M are disjunct, meaning none of the edges are incident with the same
vertices. If all vertices v € V' are incident with an edge in M the matching is said
to be perfect.

The term “matching” is now used in two different contexts. Henceforth, the
term will be used for both matching of shape features, as mentioned in chapter
1, as well as for the matching in graph theory. The context should reveal the
particular meaning.
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A widely spreaded application of graph matching is the matching in a bipartite
weighted graph. A matching M in a bipartite graph maps each vertex in one class
to the vertices in another class. This problem is better known as the assignment
problem. The matching cost w(M) is then determined by the sum of all weights of
the matching edges. A matching M is called a minimum weighted correspondence
in a bipartite weighted graph G if w(M) < w(M') for every possible matching in
G.

Kuhn [Kuhb55] introduces the assignment problem with the following scenario:
Given is a set of persons and a set of jobs. Each person can be assigned to any
job by a predefined cost. The goal is to assign exactly one person to exactly
one job, such that the sum of all assignment costs is minimal. In other words,
the minimum weighted correspondence for the bipartite graph consisting of one
vertex set V7, containing all persons, and one vertex set V5, consisting of all jobs,
is wanted.

Solving this problem by a brute-force algorithm would require computing the
costs for each possible assignment. That would be n! possible assignments, de-
pending on the number of nodes to be matched, resulting in exponential runtime
complexity. A solution to this problem with a better performance is the Hungarian
Algorithm, originally proposed as Hungarian Method in 1955 by Harold W. Kuhn
[Kuhb55] and revised by James Munkres in 1957 [Mun57|. Since then, it is known
as Hungarian Algorithm or Kuhn-Munkres-Algorithm.

Given is a cost matrix R with dimensions n x n, with n being the number of
persons and jobs to be assigned, respectively. The entries of R, 7;;, denote the
assignment cost of person i for the job 7. A set of elements of a matrix is called
independent if neither of them are located in the same row or column. The goal is
to find n independent elements so that the sum of the assignment costs is minimal.

The main approach of the algorithm is to iterativelly increase the number of
zero elements in the matrix. In detail, the steps of the Hungarian algorithm are
as follows [Cas10)|:

Step 1 For each row in the cost matrix, find the row minimum entry. Substract
this minimum from each entry in the row.

Step 2 For each column in the cost matrix, find the column minimum entry. Sub-
stract this minimum from each entry in the column. The matrix resulting
from step 1 and step 2 in this algorithm is also called reduced matrix.

Step 3 Cover all zero elements in the matrix with the minimum number of vertical
and horizontal lines possible.

Step 4 If the number of covered columns is equal to the number of columns in the
matrix, the reduced matrix already contains a unique optimal assignment,
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and a solution is found. If the number of covered columns is less than the
number of columns in the matrix, go to step 5.

Step 5 Find the minimum entry value in the cost matrix that has not been cov-
ered. That minimum is substracted from every uncovered number and is
added to every number covered with two lines. Go back to step 3 and repeat
until all columns are covered.

An example will show the usage of the Hungarian algorithm [Cas10]. Given is
the cost matrix shown in the following table:

Job A | Job B | Job C | Row minimum
Person A 4 2 8 2
Person B 4 3 7 3
Person C 3 1 6 1

Each entry in the cost matrix describes the cost to assign the person denoted
in the row to the job denoted in the column. The goal is to find an assignment of
each person to a job so that each person is assigned to exactly one job, and the
assignment cost is minimal.

The row minima are charted in the last column. First the matrix has to be
reduced, according to step 1 and 2 in the algorithm. First, for each row, the
row minimum is substracted from each entry in the row, leading to the following
matrix:

Job A | JobB | Job C
Person A 2 0 6
Person B 1 0 4
Person C 2 0 5)
Column minimum 1 0 4

The column minima are charted in the last row. In step 2 of the algorithm, the
column minima are substracted from each entry in the column, resulting in the
following cost matrix:

Job A | JobB | Job C
Person A 1 0 2
Person B 0 0 0
Person C 1 0 1

This matrix is referred to as the reduced matrix. Now, the minimum number
of lines is used to cover all zero elements in the reduced matrix. Vertical and
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horizontal lines are possible. There is no elegant solution for finding the optimal
covering. In principle, a trial-and-error procedure has to be done.

Job A | Job B | Job C
Person A 1 ER 2
Person B B H
Person C 1 3; 1

As one can see, the minimum number of lines needed to cover all lines is 2, which
is smaller than the number of columns which is 3. Thus, no unique assignment
has been found yet.

The minimum uncovered number m in the reduced matrix is 1. m is now
substracted from every uncovered element in the matrix, and is added to every
element covered twice, leading to the following matrix:

Job A | JobB | Job C
Person A 0 0 1
Person B 0 1 0
Person C 0 0 0

Step 3 is then applied again to the resulting matrix: All zero elements in the
matrix are covered with the minimum number of lines possible. In this case, 3
lines are needed.

Job A | JobB | Job C
Person A
Person B E I i)
Person C

As the number of lines needed to cover all zero elements is equal to the number
of columns in the matrix, unique assignments can be found in the matrix. As there
is no row or column with just one zero elements in the matrix, one can start by
choosing an abritary zero element. For example, Person A can be assigned to Job
A, leaving Person B and C and Job B and C unassigned. As the only zero element
for Person B is Job C, and the only zero elements for Person C is Job B, Job C is
assigned to Person B, and Job B is assigned to Person C. The minimum weighted
correspondence in this example thus is {(Person A, Job A), (Person B, Job C),
(Person C, Job B)}. The total costs for this assignment can be computed by the
sum of all matching costs in the original cost matrix.

In this example, the total matching cost is 12.
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Job A | JobB | Job C
Person A @ 2 8
Person B 4 3 @
Person C 3 D 6

Actually, in most scenarios, more than one solution is possible. Also in this
example, three minimum weighted correspondences can be found. If as initial
assignment the assignment (Person A, Job B) is chosen, both Person B and Person
C can be assigned with minimal cost to the remaining to jobs, resulting also in a
matching cost of 12.

3.4 Rating of retrieval systems

A system that performs a similarity search in a database for a query given by
the user is called an information retrieval system [Sch06]. In order to evaluate
the matching algorithm introduced in chapter 4, a simple retrieval system was
implemented. The challenge in information retrieval is that the similarity search
is performed under semantic aspects. In contrast to conventional data retrieval
systems, for example in relational databases, the search conditions are not explic-
itly known. In data retrieval systems, all results are syntactically fully consistent
with the query. Usually, the amount of result documents in a retrieval system is
limited by the total amount of returned documents or by some threshold for the
similarity value.

A common way to rate a retrieval system is the computation of precision and
recall values. For this purpose, one distinguishes between relevant and irrelevant
documents. Moreover, one does not take into account that the result list of re-
turned documents is an ordered list [Sch06]. Each document is then classified in
one of the following classes:

e correct alarms (ca): this class contains all documents that are relevant to
the query, and the retrieval system rated them as relevant.

e correct dismissals (cd): this class contains all document that are not relevant
to the query, and the retrieval system rated them as not relevant.

e false alarms (fa): this class contains all documents that are not relevant to
the query, but the retrieval system rated them as relevant anyway.

e false dismissals (fd): this class contains all documents that are relevant to
the query, but the retrieval system rated them as irrelevant.
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The quality measure precision P, describes to what extent the documents found
by the retrieval system are relevant. The precision P, is computed by
ca
P, = p— (3.11)
The qualitiy measure recall R, describes to what extent relevant documents in the
database where found. The recall R, is computed by
ca
R, = p— (3.12)
Both quality measures always depend on a query ¢q. The computation of both
measures require a manual relevance rating for the documents by the user. Both
precision and recall values lie between 0 and 1. The higher the value for precision
and recall is, the “better” is the retrieval system . The “perfect” retrieval system
would have a precision and recall value of 1 for any query. Usually, precision and
recall are not only computed for one single query but for multiple queries. In
order to evaluate a retrieval system the mean value for both precision and recall
for multiple queries is computed.

Both precision and recall not only depend on the query, but also on the number
of result documents. If the retrieval system always returns all documents stored
in the underlying database, the recall value will always be 100 percent, while the
precision value in this case would be very low [Sch06]. If only the document the
most similar to the query is returned, the precision value is likely to be 100 percent,
but the recall value is very low. A common way to deal with this behaviour is the
combined precision-recall-diagram which treat the precision values as a function of
the recall values, as introduced in [Sch06]. As more precision values are possible
for each recall value, only the best precision value is displayed, all other values are
ignored.






Chapter 4

Path Similarity Skeleton Graph
Matching

In [BLOS| an algorithm is presented to match two-dimensional object silhouettes
based on their skeletons. In particular, one skeleton’s end nodes are matched to the
end nodes of another shape’s skeleton. The skeleton end nodes are salient features
of an object as they are important for holding the shape’s geometry information:
Skeleton branches are supposed to end in significant visual parts of the shape.
Thus, it is a reasonable assumption that each end node can be mapped to its
counterpart in the other skeleton. Besides, end nodes are interesting features as
they are part of the shape contour as well as part of the skeleton.

The matching is done by comparing the similarity between the shortest paths
between the end nodes. Correspondences between the end nodes are established.
Furthermore, the total similarity between two shapes is calculated. A detailed
description of the algorithm follows in the next section. The example of the two
bird shapes in figure 4.1 will guide through the explanations. The implementation
of the algorithm is evaluated in section 4.2.
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S 0

7
r\‘g 2

Figure 4.1: Example for two skeletons to be matched.
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4.1 Algorithm outline

The input of the algorithm is four binary images: Two binary images containing
the objects’ silhouettes, and two binary images containing the objects’ skeletons.
The goal is to find correspondences between distinctive points of the two objects
- the skeleton’s end nodes -, as well as finding the total costs to match these two
objects.

As a preparation, the skeletons are ordered by the number of their end nodes:
the skeleton with fewer end nodes is referred to as the query skeleton, the skeleton
with more end nodes is referred to as the target skeleton. In the example shown
in 4.1, both skeletons S and S” have the same number of end nodes, so they don’t
have to be reordered. S is thus referred to as the query skeleton, while S’ is referred
to as the target skeleton.

The algorithm can be split into three steps, which are described in detail in
the following sections.

4.1.1 Skeleton representation

The algorithm uses a special representation for skeletons that not only incorporates
the skeleton characteristics, but also the shape’s contour information.

A key concept in the algorithm is the usage of information about skeleton paths.
A skeleton path p(v,,,v,) in a skeleton is the shortest path between a pair of end
nodes v,, and v,, with the limitation that all points on the shortest path have
to be skeleton points. Figure 4.2 shows a series of images, displaying all skeleton
paths emanating from one example end node.

The skeleton paths can be found by constructing a weighted skeleton graph for
the skeleton. The edge weight for an egde connecting two vertices in the graph
is defined by the length of the skeleton branch connecting the two corresponding
skeleton points in the original skeleton. It is then possible to apply a shortest
path algorithm, like Dijkstra’s algorithm, on the resulting graph. [BLO08| choose a
special representation for the skeleton paths that does not only include information
about the skeleton itself, but also information about the object contour. For this
purpose, a skeleton path p(v,,,v,) is sampled with M equidistant points. Since
all points on a skeleton path are skeleton points, they are the center of a maximal
inscribed disc within the object contour. The radius of the maximal disc R, (t)
at this point is obtained, for each point t of the sampled skeleton points. Thus,
for each sample point, the distance to its feature point is known.

The distance of a point ¢ to its feature points is not exactly calculated, but
approximated by the distance transform DT'(t). Afterwards, the distance is nor-
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Figure 4.2: The whole skeleton ( top left) and all skeleton paths emanating from end
node 0, the end node in the birds’s head

malized to make the method invariant to the scale. Finally, the distance is approx-
imated and normalized as follows:

DT(t)

Rm,n =
NLO Zi\i)l DT(s)

(4.1)

The quotient involves the distance transform values of all points within the object:
Ny is the number of pixels in the original shape, and s; varies over all N, pixels
in the shape. Thus, the average distance transform value of all object pixels is
involved in the calculations. This step makes the method invariant to scale.

That way, an ordered list of M distance values is obtained for each skeleton
path. All distance values are noted in a vector, called the path vector.

Ryn = (Ryn(t))iz12,.00 = (11,72, ..., T) (4.2)
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Figure 4.3: Sampling of a skeleton path. The sampling points are indicated in red. The
distance to their feature points is indicated by the grey circles. For the skeleton path
representation, the distance of the skeleton points to their feature points is measured and
noted in the skeleton path vector. The sampling points are equidistant.

Figure 4.3 schematically shows the sampling of the skeleton path from end node
0 to end node 7 in skeleton S in figure 4.1. The resulting skeleton path vector is
used to describe the skeleton path.

4.1.2 Dissimilarity between end nodes

In the previous step, a compact representation for skeleton paths was obtained,
including additional contour information. This information about the skeleton
paths will be used to express the similarity between two end nodes. In particular,
the dissimilarity between the skeleton paths emanating from a pair of end nodes
is used to compute the similarity between these two end nodes.

Skeleton Path Dissimilarity The remaining question to be dealt with is still
what “dissimilarity” means here. The dissimilarity between two skeleton paths,
called the path distance, is based on the obtained path vectors. Let r and 7' be
the path vectors for two skeleton paths p(u,v) and p(v’,v"). [ and I’ are the length
of p(u,v) and p(u’,v"), respectively. In order to make the approach invariant to
scale, the lengths are normalized. Finally, the path distance between the two
skeleton paths is defined by

(ri —77)? (I = 1})°
7’@"‘7“/' to l2+lg (43)

7

pd(p(u, v), p(u',v") = Z

i=1

The motivation is that similar skeleton paths are expected to have consecutive
skeleton points with similar radii in their maximal inscribed discs. The scaling fac-
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tor in the denominator in this equation “weights the radii difference with respect
to the radii values, that is, if both radii are large, their difference must be signifi-
cant” [YBYLO07|. This factor is motivated by the observation of human perception:
Differences in thicker parts of an object must be more significant to be noticed by
humans than differences in thin parts [XWBO09|.

It is necessary to involve the path lengths [ and I’ in the calculations, as the
chosen path vector representation does not include the path length - each path
vector has the same length, namely M, the fixed number of sample points. The
importance of the skeleton path length can be weighted by an arbitrary weight
factor & € R*. The higher « is, the more relevant the similarity of the path length
becomes.

In the examples shown, it becomes clear that all skeleton paths emanating from
the same end node are very similar in the beginning, as they share the first skeleton
branch, but begin to vary as soon as the first junction node is passed. Furthermore,
it might become obvious that similar end nodes in the two skeletons have similar
paths emanating from them, while dissimilar end nodes have bigger differences in
their emanating skeleton paths. This observation will be shown by referring to the
two example birds in figure 4.1. Clearly, the end nodes in the beaks, marked with
7, would be a correct match. There is a pair of skeleton paths from end node 7 in
both skeletons to one of the other end nodes in the skeletons that are similar to
each other, according to the path distance definition in equation 4.3. For example,
the skeleton path p(7,1) in skeleton S and skeleton path p(7’,1’) in skeleton S are
expected to have similar skeleton path vector entries.

Still the question is how the information in the skeleton path distances ema-
nating from a pair of end nodes can be used for describing the similarity between
two end nodes. The idea is to encode the information of all path distances for a
pair of end nodes in one matrix, referred to as the path distance matrix. Such
a path distance matrix can be defined for each combination of end nodes in the
two skeletons. These path distance matrices describe the dissimilarity between
two end nodes. They contain information about the path distances between all
skeleton paths emanating from the two specific end nodes.

Let skeleton S with K + 1 end nodes and S” with NV 4+ 1 end nodes be the
two skeletons to be matched, with K < N. For example, the matching costs for
the end nodes vy from skeleton S and v}, from skeleton S" are wanted. First,
the end nodes of both skeletons are ordered by traversing the object contour in
clockwise direction, starting at vy in skeleton S and at v}, in S’, respectively,
resulting in a sorted list of end nodes for each skeleton: {wv,v;1,...,v;x} for S
and {vjg, v}y, ..., vy} for S,
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The path distance matrix between two end nodes v; from skeleton S and v},
from skeleton S’ is defined as

pd(p(vio, Uu),P(U}o, 031)) - pd(p(vio, Uu),p(?};o, UéN))
(vio, Vo) = : : : (4.4)
pd(p<vi07UiK>7p<U;O7U;1)) e pd(p(vi07viK)7p(v;O7U;’N))

The path distance matrix thus encodes information about the similarity of all
skeleton paths emanating from the two skeleton end nodes to be matched. The
assumption for the following computations is that similar end nodes are similar in
the skeleton paths emanating from them.

For further computations, it is necessary to extract a scalar value from the path
distance matrix to express the similarity between end nodes. Based on the path
distance matrix, it is now possible to compute the total costs to match a pair of
end nodes in the two skeletons. The problem of computing the similarity of two
end nodes is in this approach considered as the problem of elastic matching of time
series, that is, the skeleton’s end nodes are treated as a time series. It is handled
by Optimal Subsequence Bijection (OSB), which was proposed in [LWKTMO07]| and
already introduced in chapter 3.

As described earlier, the basic idea is to find the cheapest path through a given
distance matrix. In the case of skeleton matching, the path distance matrix is used
as the input cost matrix for OSB. The idea behind this is, that the more similar
any of the emanating paths from two end nodes are, the more similar those end
nodes are. OSB is order-preserving, going backwards is not allowed in the matrix,
neither in the rows nor in the columns. Thus, the order of the end nodes still holds
an important information about the contour as they previously were ordered by
traversing the shape contour.

For example, the following matrix shows the path distance matrix between end
node 0 in graph S and end node 0’ in graph S’ in figure 4.1.

0.41 31.75 31.82 4538 47.36 48.0 48.34 2.75
26.03 0.17 201 828 6.59 6.61 631 184
26.06 1.03 0.26 13.09 6.74 707 7.84 17.57
38.32 856 1349 0.12 835 6.94 433 31.72
40.74 6.59 685 804 0.19 0.18 1.21 31.36
41.09 6.71 767 6.19 094 035 0.28 32.01
4087 6.29 797 47 157 0.81 0.12 32.04
1.64 18.47 1991 2788 30.93 31.04 30.74 1.14

pdm(0,0') =

(4.5)

Applying OSB to this path distance matrix leads to an alignment of the ema-
nating skeleton paths from the two skeleton nodes with the possibility of skipping
paths, if no corresponding path is found. This would mean that the end node
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of this path is not contained in the other sequence of end nodes. The cheapest
path through the example matrix, found by this approach, is highlighted in the
following matrix:

0.41 31.75 31.82 4538 47.36 48.0 48.34 2.75
26.03 0.17 2.01 828 6.59 6.61 6.31 184
26.056 1.03 0.26 13.09 6.74 7.07 7.84 17.57
38.32 856 1349 0.12 835 694 433 31.72
40.74 6.59 685 804 0.19 0.18 1.21 31.36
41.09 6.71 7.67 6.19 094 035 0.28 32.01
4087 6.29 797 47 157 081 0.12 32.04
1.64 18.47 1991 2788 30.93 31.04 30.74 1.14

pdm(0,0") =

(4.6)
In this example, the cheapest path is almost completely the diagonal from the
left upper entry to the bottom right entry, but the last entry is skipped. The value
in this entry is more expensive than skipping it: As there is a low-cost alignment
in each row of the matrix, the constant value to punish skipping of rows is very
low. If the two skeletons have end nodes that would not match any end node in the
other skeleton, it is likely that more rows and columns in the matrix are skipped.
The total similarity, that is, the cost for matching the two nodes 0 in S and 0 in
S’ is computed based on all entries in the matrix visited by the shortest path: Each
entry is squared, then added to the sum. Then, the squared root is computed for
the complete sum and divided by the number of aligned elements. In this example,
this would be

V0.412 +0.172 + 0.262 + 0.122 + 0.192 + 0.352 + 0.122
7

~0.006  (4.7)

4.1.3 Matching the end nodes

The steps as described in the previous paragraph are done for every combination
of end nodes in the two skeletons. This way, for each combination of end nodes a
scalar is obtained, expressing the similarity between the two end nodes.

The problem is to assign each end node in S to an end node in S’ based on the
matching costs found in the previous steps. For this purpose, all found cost values
are stored in a cost matrix, containing all cost values for the two skeletons. The
cost matrix C(S, S”) for two skeletons is defined as

c(vo,v5) (v, vy) ... c(vg,vly)
c(v,vy)  c(vr,vy) ... (v, V)

C(S,S") =

c(vi,vy) clvg,vy) ... c(vg,vy)
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Thus, each row j in the cost matrix contains the costs for matching the end
node m; in the target skeleton S’ to each end node in the query skeleton .S, while
each column ¢ in the matrix contains the costs for matching end node n; in the
target skeleton S’ to each end node in the query skeleton S.

An example is given in the following matrix. This matrix shows the cost matrix
for matching the two birds in figure 4.1.

0.1 9.72 321 245 498 434 546 7.53 0.31
10.04 0.28 0.42 6.19 4.77 479 4.87 2.25 2.89
3.1 048 0.1 0.17 4.7 5.05 482 2.25 218
225 748 039 0.16 5.55 4.82 5.18 6.46 24
C(S,S')=| 49 47 44 48 0.11 048 4.62 3.31 4.15 (4.9)
443 5.71 488 4.17 0.77 0.13 6.26 4.88 3.86
4.62 4.85 53 4.77 493 6.23 0.11 5.26 5.15
7.8 329 264 626 296 4.48 6.08 0.13 0.55
1.69 3.35 295 2.68 397 3.2 579 202 0.27

In this example, the value at index (0,0) in the matrix is the costs to match the
skeleton end node 0 in skeleton S and end node 0" in skeleton S’. This matrix, in
turn, can be seen as input weight matrix for the Hungarian algorithm, as described
in section 3.3.2. The problem of matching two objects is thus reduced to the
classic assignment problem in a bipartite graph: The end nodes of skeleton S' is
one set of vertices V', and the end nodes of skeleton S’ is another set of vertices
V’. Both vertex sets can be seen as a partition in a bipartite graph. The cost of
matching one vertex in V' to a vertex in V' is given by the corresponding entry in
the cost matrix. If the Hungarian algorithm is applied as shown in section 3.3.2,
the minimum weight correspondence can be found. Figure 4.4 shows the found
assignments, indicated by lines connecting two matched end nodes.

In a final step, the total cost to match the two skeletons can be computed by
the sum of all edge weights.

4.1.4 Summary

In summary, the proposed algorithm can be split into the three following basic
parts:

1. Getting a compact skeleton representation, based on the distance of the
skeleton points to their feature point on the contour. These distances are
stored in a vector.

2. Computing the costs to match one end node to another. This is done as
follows:
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Figure 4.4: The matching result. Matched end nodes are connected by lines.
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(a) A path distance matrix is created for two end nodes, encoding informa-
tion about the dissimilarity between the skeleton paths emanating from
those end nodes.

(b) OSB is applied to find the shortest path through the matrix to obtain
the total costs to match these two nodes

This is done for all combinations of end nodes. The obtained values are
stored in a matrix.

3. Matching the skeleton end nodes by applying the Hungarian algorithm to
the cost matrix obtained in the previous step.

4.2 Experiments

In the context of this diploma thesis, the algorithm introduced in [BLO8| was re-
implemented. The experiments are split into two parts: First, some examples for
end node matchings are shown. In the second part, the recognition performance
of the method is shown by using images from three shape databases.

4.2.1 End node matching

First, the matching method was tested on several example images of non-rigid
objects, in particular elephants, a subset of the animal dataset used in [BLT09].
Although the algorithm works well for various examples, it also has some limita-
tions which will be summarized in section 4.2.1.

Figure 4.5 shows a very simple example. Correct matchings are indicated by
green lines. Wrong matchings are indicated in red lines. In this example, all end
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Figure 4.5: Example of a good matching result. Correct matchings are indicated by
green lines. Wrong matchings are indicated by red lines. In this example, all end nodes
have been matched correctly.

nodes have been matched correctly, that is, the end nodes are matched like a
human would except it. In this case, both shapes are very similar to each other,
varying only in few details, and one of the shapes is slightly smaller than the other.

Figure 4.6 shows a slightly more complex example. Again, the two shapes are
quite similar, but overlaps occur due to the bending of the front legs. It can be
observed that even though the two front legs are overlapping in the left image, the
algorithm finds the correct correspondences between the front legs.

Figure 4.7 shows an example where the two shapes are flipped horizontally. As
will be shown later, a simple alteration had to be made for the algorithm to make
it invariant to rotation. The bending of the trunk does not have any effect on
the matching result, as deformations in object parts that don’t have any effect on
the radii of the maximal inscribed discs are not punished in this approach. One
mismatch has been found in this example, indicated by the red line. Nevertheless
it can be observed that both end nodes in the two skeletons do not have any
matching partner in the other respective skeleton. This kind of mismatch will be
examined in section 4.2.1.

In the example shown in figure 4.8, one of the shapes is rotated, but most of
the end nodes have still been matched correctly. However, the two end nodes in
the trunk are swapped in the matching result. This is due to the fact that when
traversing the contour they are encountered in reverse order. As the skeleton paths
emanating from these two end nodes are very similar, they are swapped in the final
matching result.
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Figure 4.6: Example of a good matching result. All end nodes have been matched
correctly, in spite of overlaps in the front legs.

Figure 4.7: Example of a matching between shapes with bent object parts.
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Figure 4.8: Example of a matching of rotated shapes. The two end nodes in the
elephants’ trunk are swapped in the matching, that is, if a human should establish the
correspondences between the skeleton end nodes manually, he would match the two end
nodes in the trunk the other way around. This is due to the fact that the skeleton paths
emanating from these two end nodes in both skeletons are quite similar, and as in both
skeletons the order for the two end nodes in the trunk is switched when traversing the
contour, they get falsely matched.
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Figure 4.9: Matching between a dog and a cat.

Further matching experiments were performed with the Kimia99 database
[SKKO04], a subset of the MPEG-7 database [LLE00]. This database contains
mostly non-rigid objects and several shapes with occlusions.

Figure 4.9 shows that establishing correspondences between two different an-
imals, in this case a dog and a cat is possible as long as the two animals have
similar characteristics.

Several experiments were performed to test the algorithm’s performance in the
presence of occlusion. Figure 4.10 shows the matching of two hand shapes. One
of the hand shapes is partly occluded, so that the fingertips seem to be missing.
All the same, the correspondences are established correctly as the characteristics
of the two shapes remain similar.

Figure 4.10: Matching in the presence of occlusions

Another type of occlusion is when not only object parts seem to be missing like
in the previous example, but the occluding object is also included in the shape.
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Figure 4.11 shows two examples of this scenario. Again, the two hand shapes are
matched correctly.
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Figure 4.11: Matching in the presence of occlusions

\

In the original paper, two similar shapes were matched, but in their experi-
ments, some correspondences could not be established correctly. This is assumed
to be due to an implementation detail in the choice of parameters in the OSB
function. In the implementation of the OSB function it is possible to determine
how many rows are allowed be skipped in the matrix. It is assumed that a fixed
value was chosen for the original implementation. For the new implementation in
the context of this diploma thesis, a variable value was chosen, depending on the
difference in the number of skeleton end nodes in the two skeletons, making the
described approach more flexible in situations like the shown occlusions.

~K

Figure 4.12: Matching in the presence of occlusions and deformations.

However, the absence of one finger in one of the shapes, caused by the defor-
mation of the hand and the projection to the 2D plane, leads to one mismatch, as
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shown in figure 4.12. The skeleton paths in the fingers are quite similar. Hence,
the order of occurance of the fingertips’ end nodes is an important indicator for
their similarity. As the order in this example is misleading, a mismatch occurs.

Limitations

As shown before, the algorithm has some limitations that will now be summarized
and explained.

Flipped Images In the case of flipped images, that is the two shapes point in
different directions, the correct matching costs for a pair of end nodes cannot be
found. The weak point is the OSB function.

Consider for example the scenario where one shape should be matched to ex-
actly the same shape, but flipped horizontally. The path distance matrix for two
corresponding end nodes would in this case include a cheapest path from the upper
right corner to the lower left corner, as shown in the following example matrix:

7 5 8 0
2 3 0 8

(vio, V) = 5 0 3 5 (4.10)
0o 5 2 7

The actual shortest path is highlighted in grey. As the OSB function does not
allow to go backwards in the matrix, neither in the rows nor in the columns, this
cheapest path can’t be found, and the resulting matching costs are no reliable
indicator for the similarity of two end nodes.

As a solution, the algorithm is applied twice: once for the original images, and
once with one image flipped horizontally. From the resulting two match lists, the
one with lesser matching costs will be chosen as the real matching. In most cases
this works quite well. There are cases, however, in which this method fails to
determine correctly if shapes are flipped or not.

For example, the shapes in figure 4.13 are oriented in opposite directions, but
the matching costs for the second run with one of the images flipped leads to
lower matching costs than the first run. Thus, in the algorithm the two shapes
are assumed to be oriented in the same direction, which in the end leads to an
unsatisfying matching.

Enforcing of 1-to-1-matching Another problem is caused by the fact that the
algorithm requires a 1-to-1 matching between the two skeletons which is not always
possible. This problem is closely related to the problem mentioned previously, that
spurious branches can have a negative impact on the matching results.
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Figure 4.13: In some cases, the method fails to determine if shapes are flipped or not.
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Figure 4.14: 1-to-1 matching is not always possible. In this example, all matchings
have been found correctly, but the two remaining end nodes with no matching partner
in the other skeleton are matched.

See for example figure 4.14, which shows an acceptable matching result for
two elephant shapes. All correspondences have been found correctly, but both
skeletons have one additional end node that has no matching partner in the other
skeleton. As the Hungarian Algorithm forces all end nodes to find a matching
partner in the other skeleton, the two remaining nodes are matched, even though
they do not correspond. In fact, this is not only a limitation of this particular
algorithm , but a problem of all matching algorithms that reduce the matching
problem to a 1-to-1 matching in a bipartite graph. Using a different model than
the matching of a bipartite graph for the final matching could be a solution to this
problem. For example, the Earth Mover’s Distance (EMD) [RTGO00] also allows
partial matchings. This could be a solution to better deal with noisy skeleton data.
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Spurious branches This problem is related to the limitation described in the
previous paragraph. The algorithm requires optimal skeletons, where each skeleton
branch represents a significant visual part of the shape. If one of the skeletons
contains spurious branches, this can have a negative impact on the matching result.

Figure 4.15: Spurious branches can have a deep impact on the matching result. The
figure shows a matching between two elephant shapes, where no correct correspondences
could be established at all. If one inspects the left elephant in detail, one can see that
he has a spurious branch in the tail. Figure 4.16 shows a cut-out of the affected area.

Figure 4.15 shows the assignments between two elephant shapes. As can be
seen, none of the found correspondences is correct. If the skeleton of the left
elephant is inspected in detail, one can see that the left elephant has a spurious
branch in the tail that does not represent a significant visual part of the object.
The affected area is shown in figure 4.16 in detail.

Figure 4.16: Cut-out of the elephant shape in figure 4.15. The elephant’s tail contains
one spurious branch that has a negative impact on the matching result.

If this branch is removed manually, the result is still not perfect, but the number
of correct correspondences is now six of the eight possible matchings, as shown in
figure 4.17.
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Figure 4.17: Once the spurious branch is removed manually, the matching result gets
much better, reducing the number of wrong matches to two.

Thus, one has to make sure that the input skeletons do not contain spurious
branches. Again, a possible solution could be to use an algorithm that also allows
partial matchings for the final matching, for example the Farth Mover’s Distance
[RTGOO].

4.2.2 Recognition performance

As the proposed method computes a value for the similarity of two shapes based
on the end node correspondences, it can also be used for object recognition in a
shape database. A very simple retrieval system was implemented to evaluate the
matching algorithm. In this retrieval system, it is possible to enter a shape and
its skeleton as a query, and the matching algorithm is applied to the query and all
other shapes in the database. All shapes in the database are ordered according to
their computed similarity to the query, with the highest similarity first.

As a first database, a subset of the Aslan and Tari shapes [AT05] is used. It
contains eleven classes of shapes, and each class contains four images. One example
for each of the classes is shown in table 4.1.

Table 4.1: Example shapes from the Aslan and Tari database [ATO05].
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The shapes’ skeletons were obtained from the implementation of the Discrete
Curve Ewvolution algorithm [BLLO7] ', with the parameters p = 4, T} = 1 and
number _wvertice = 15.

In this first experiment, each of the shapes in the database was used as a query.
The parameters used were M = 50 and o = 40. All shapes in the database are
ordered according to their similarity value, resulting in an ordered result list. As
there are four images in each class, the query and the first three result shapes
should be in the same class.

Query | 1st 2nd 3rd 4th 5th 6th Tth

el a%
tAn o0l ok
b éeneokr
Nk A ¥ &

Table 4.2: Example queries in the Aslan and Tari database.
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Table 4.2 shows four example queries in the Aslan and Tari database. In the
left column, the query image is shown. From left to right, the computed similarity
to the query image drops. In the shown examples, the first three search results are
in the same class as the query image, that is, the result is optimal.

A common way to rate a retrieval system is the computation of precision and
recall values. As the number of relevant documents is known for each query, this
value can be used as the number of returned result documents in the similarity
search. For this small database, the average precision for the number of three
result documents is an interesting value in order to rate the retrieval system. The
average is computed for all queries, that is, all images in the database have been
used as a query. The precision is computed for each query in relation to the number
of returned result documents, which in this case is 3. Under these conditions, the
average precision for this retrieval system is 0.93. If one summarizes the number
of correct shapes for all queries among the first three retrieval results, one obtains
43, 41, and 41. The perfect result for this database subset would be 44, 44, 44.

Lavailable at http://sites.google.com/site/xiangbai/BaiSkeletonPruningD CE.zip
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In order to analyze the limitations of the algorithm however, it is helpful to
inspect the mismatches in detail, especially the queries where two or even three
mismatches occured. Table 4.3 summarizes all queries to the shape database with
wrong results. While the mismatches in the first three rows are easily explained

st 2nd 3rd 4th 5th 6th 7th  8th
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3 4Yav)d
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3 4¥Vea
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Table 4.3: Mismatches in the Aslan and Tari database. Wrong results are highlighted
in red.

NN &
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as the wrong results and the query have quite similar shapes, the mismatches for
the queries of class “crocodile” in the last four rows are somewhat surprising. The
high matching costs between the four crocodile shapes become more obvious when
inspecting the skeletons and their end node matching in detail.

Figure 4.18: Matching with spurious branches, leading to bad similarity values.
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Figure 4.18 shows two example assignments of the crocodile with the worst
recognition result to two other crocodiles. The example shows that the problem
is again that the crocodiles’ skeletons have spurious branches and therefore end
nodes that do not find a matching partner in the other skeleton. In the best
case, all correspondences are established correctly, but the end node matching
contains additional correspondences that were established due to the fact that
the algorithm requires one-to-one correspondences, as shown in the left image in
figure 4.18. Assignments like these have generally high matching costs, leading to
distorted total similarity values. In the worst case however, the whole matching
process gets corrupted by these additional branches, as shown in the right image
in figure 4.18.

In order to support this assumption, additional experiments were performed.
The most problematic skeletons, the crocodile skeletons, were manually pruned,
and the whole experiment was repeated. One example for the manual pruning of
the crocodile skeleton is shown in figure 4.19. With these alterations one obtains
44, 44, 41 for the number of correct shapes in the first, second and third result.
The average precision for three returned result documents for each query in this

altered shape database is 0.98.

_ |
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Figure 4.19: Crocodile skeleton before and after the manual pruning.

Further experiments were performed with a subset of 60 images of the kimia-
99 shape database [SKKO04]. This subset contains six classes with 10 images in
each of them. Included are rigid as well as non-rigid objects. The challenge when
using this database for experiments is that several of the contained shapes include
partial occlusions. Examples of these occluded shapes already have been shown in
section 4.1.3. Table 4.4 shows further example shapes from the kimia-99 database.

Again, each shape has been used as a query. Since each class consists of ten
shapes, the first nine results in the similarity search should be in the same class
as the query. The average precision in relation to 9 returned result documents is
0.84. Figure 4.20 shows the development of the average precision and recall values
with an increasing number of result documents.
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Table 4.4: Example shapes from the kimia-99 database [SKKO04|

One important fact about this diagram is that the recall value does not reach
1.0, even though in the diagram, the average precision and recall values for eleven
result documents is shown, and thus, takes two additional documents within ac-
count. The flat recall curve in the end indicates that in some classes the most
dissimilar shapes are so dissimilar that they do not appear in the result list, even
if the number of returned result documents is higher than the number of relevant
documents. This corelates to the precision graph that drops drastically after the
first eight result documents. This is also reflected if one summarized the number
of correct result in the first nine result documents: one obtains 60, 58, 57, 54, 56,
51, 49, 45 and 22. Inspecting the mismatches in detail shows that even though in
large part correct correspondences were found even for occluded shapes, the total
similarity values for these occluded shapes are too high for the shapes to be rec-
ognized to belong to the same class as the query. Another aspect is again dealing
with spurious branches in the skeletons.

The last experiments to evaluate the recognition performance were done with
the kimia-216 shape database. This shape database consists of 18 categories with
12 images in each of them. Example shapes are shown in table 4.5.

"itMmMI._ & - BY

Table 4.5: Example shapes from the kimia-216 database

The parameters used for these experiments were the same as for the previous
experiments: The skeletons were computed by the Discrete Curve Fvolution al-
gorithm [BLLO7|, with the parameters p = 4, T} = 1 and number _vertice = 15.
Again, the parameters used were M = 50 and a = 40.

Five example queries and the first eight most similar results are shown in table
4.6.

Each shape from the shape database has been used as a query. There are eleven
relevant documents in the database for each query. The average precision value in
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Figure 4.20: Average precision and recall development in the kimia-99 database with
increasing number of result documents.

relation to eleven returned result documents is an interesting measurement for the
quality of the retrieval system, which in this case is 0.81. Figure 4.21 shows the
development of the average precision and recall values for an increasing number of
returned result documents.

Table 4.7 summarizes the number of all correct shapes for the first eleven
retrieval results in comparison to the values listed in the original paper.

Obviously, the results are not as good as in the original paper. The assumption
is that the input skeletons play a significant role here. Several skeletons used in the
experiments in the context of this thesis contain spurious branches which can have
a profound impact on the quality of the end node matching, leading to distorted
overall similarity values. This effect has been observed in many of the query results.

To verify this assumption, further experiments were performed on some of the
more problematic classes. This time, some of the skeletons in the database were
pruned manually so that each skeleton branch represents a significant visual part
of the original shape. As the significant parts of shapes of the same class should
be quite similar, the skeletons get more comparable. Using the manually pruned
skeletons leads to better results in the performed queries. For example, the average
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Table 4.6: Example queries on the Kimia-216 database. In the left column, the query
shape is shown. From left to right, the eight most similar shapes in the database are
shown. The similarity to the query drops from left to right.
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Ist 2nd 3rd 4th 5th 6th T7th 8th 9th 10th 11th

Original paper 216 216 215 216 213 210 210 207 205 191 177

Own results 205 208 202 199 200 192 184 167 161 130 96

Table 4.7: Summarization of correct shapes in the 1st, 2nd,.. retrieval result.

precision for the queries from the “bird”-class went up from 0.69 to 0.81, the average
precision for the queries from the “camel” class went up from 0.63 to 0.73

It can also be observed that the average precision value for the kimia-99 and
kimia-216 database is worse than for the Aslan and Tari database. The reason
for this partly lies with the composition of data in both databases. In the Aslan
and Tari database, the algorithm’s performance for non-rigid shapes is mainly
evaluated. Parts of the shapes are bent, but besides that, the shapes within a
class are quite similar to each other.

The main challenge in the Kimia-99 database is that several shapes are oc-
cluded.

The Kimia-216 database contains non-rigid objects as well as rigid objects. The
main problem with this database is that some of the classes are very similar in
their shapes, while within some classes, there is a huge variety. Table 4.8 shows
some examples of shapes that belong to different classes, but are very similar and
thus, lead to several mismatches in the retrieval result.

In summary, the matching algorithm shows acceptable results in the retrieval
experiments. Matching of non-rigid objects poses no problem as deformations
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Figure 4.21: Average precision and recall development in the kimia216 database with
increasing number of result documents.

Table 4.8: Similar shapes in the Kimia-216 database from different classes.

that do not change the shape breadth are not punished. Suboptimal skeletons
with spurious branches however can lead to severe mismatches. In the context
of extending the algorithm into the third dimension some ideas, amongst others,
were developped to deal with this problem. These ideas are introduced in the next
chapter.






Chapter 5

Skeleton Graph Matching in 3D

In this chapter, the algorithm described in section 4 will be examined with respect
to extending it into the third dimension. The algorithm will be applied to three-
dimensional medical data. The goal is to compare pre- and postoperative blood
vessel volumes.

5.1 Data origin

The idea is to compare two aorta images of the same patient before and after an
EVAR procedure was performed. The aorta is

“the main trunk of a series of vessels which convey the oxygenated
blood to the tissues of the body for their nutrition. It commences at
the upper part of the left ventricle, where it is about 3 cm in diameter,
and after ascending for a short distance, arches backward and to the
left side ...; it then descends within the thorax ..., passes into the
abdominal cavity ..., and ends, considerably diminished in size (about
1.75 cm in diameter) ...by dividing into the right and left common
iliac arteries. Hence it is described in several portions, the ascending
aorta, the arch of the aorta, and the descending aorta, which last is
again divided into the thoracic and abdominal aorte.” [GG73]

Figure 5.1 shows an overview of the arteries in the human body. The imaged
region is located at the descending aorta, in particular, at the lower parts of the
abdominal aorta (aorta abdominalis), at the aortic bifurcation ( bifurcatio aortae),
where the abdominal aorta divides into the right and left common iliac arteries
[FS08|. The region is highlighted in grey in figure 5.1.

As mentioned before, the idea is to match two aorta volumes of the same
patient, before and after surgery. The patient was suffering from abdominal aortic

75
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Figure 5.1: Schematic overview of the arteries in the human body. Image source:
[SSST06].

aneurysm, AAA, before the procedure. An aneurysm is a blood-filled bulge in
the wall of a blood vessel. With an increasing size of the aneurysm, the risk of
rupture increases. The rupture of an aneurysm can lead to death [FS08|. One
standard procedure to deal with AAA is EVAR (endovascular aneurysm repair)
which carries a “reduced early morbidity rate and mortality compared to open
operation for aneurysim repair* [RHL11].

Both data volumes (before and after EVAR) were gathered by CT scan. The
interesting areas are then segmented and skeletonized using the built-in thinning
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filter from the Insight Toolkit (ITK) . An example of the resulting volumes is
shown in figure 5.2.

up a\

Figure 5.2: Pre- and postoperative blood vessel volumes. Left: Before surgery. Right:
After surgery.

Though the main application of the 3D algorithm will be the matching of parts
of aorta volumes it is desirable to develop a general extension of the algorithm in
3D that not only applies to this special kind of 3D data, but also to possible other
scenarios.

5.2 Considerations about matching of 3D objects

Before introducing the alterations that were made to make the algorithm work in
3D, some general observations and expected problems will be listed in the following
section.

The key concept of the algorithm is the skeleton path and the distance from
the sample points to their feature points. In general, the idea can also be applied
to 3D data as the 3D curve skeleton has (or at least should have) similar properties
as the 2D Blum skeleton, like continuity and thickness of exactly one voxel, which
makes the sampling of the path possible. As mentioned earlier, the centeredness

thttp:/ /www.itk.org/



78 CHAPTER 5. SKELETON GRAPH MATCHING IN 3D

of the 3D curve skeleton is difficult to define mathematically, which could have
an impact on the results. In this particular application however this is less of a
problem, as the blood vessels have a tubular form where the centeredness of the
curve skeleton is easier to define.

Some problems in the 2D experiments stem from overlapping object parts
caused by the projection to the 2D plane. For example, some animal shapes
in the experiments seem to have only three legs, which makes the matching pro-
cess difficult. There is no projection in 3D, and there are are no overlaps to be
expected. This can have a positive impact on the matching results.

Though the general idea of the algorithm can be applied to 3D data, some prob-
lems are expected to occur. The biggest problem expected is that the algorithm
requires the skeleton end nodes to be ordered, which happens when traversing the
contour of the input shape. In 3D, traversing a contour is not possible. As the
OSB function which extracts a scalar value from the path distance matrix is order-
preserving, either this step has to be replaced by another approach that isn’t, or
a meaningful order for the end nodes in 3D has to be found.

Another expected problem results from the special application in the matching
of blood vessels: The blood vessel volumes do not vary very much in their thickness.
Thus, the distance from any skeleton point to the boundary is homogenous in every
part of the volume.

Figure 5.3: Skeleton with visualization of distance transform

Figure 5.3 shows a skeleton where the distance to the shape boundary is visu-
alized. The darker the voxel’s color, the broader the shape at this point is. As can
be seen, the brightness values do not vary siginificantly over the skeleton. Just
the area above the aortic bifurcation is considerably thicker than the rest of the
shape.

The algorithm requires optimal skeletons, that is, each skeleton branch should
represent a visual part of the object. As already shown in 4.2.1, spurious or missing
branches can lead to unsatisfying matching results. The provided medical data
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however is quite noisy, resulting from inaccuracies during the image acquisition, the
segmentation process and skeletonization. Some branches are shortened or cut off
completely in one skeleton, but are still existent in the other skeleton. An example
can be seen in figure 5.2: the shape is not connected, and neither is the skeleton,
resulting in shortened branches. In the following discussion, the disconnected parts
are simply ignored. Ignoring the disconnected parts can, however, lead to problems
in the matching results.

Applying the 2D algorithm without any alterations and without any explicit
ordering of the end nodes may lead to random matching results. In the case of
blood vessel volume data this problem can be worked around, as the pictures
are usually taken from a similar point of view, and the implicit ordering of the
skeleton end nodes in their appearance in the 3D space can be used as an order:
The volume’s bounding box is scanned in the direction of x-, y- and z axis and
end nodes are stored to an ordered list when they occur in the scans. Figure
5.4 shows the matching between two blood vessels. Corresponding end nodes are
connected by a line, while the color of the line indicates true and wrong matchings,
respectively.

Figure 5.4: Applying the algorithm without any alterations to 3D volumes. The pa-
rameters used were o = 70 and M = 50.

No alterations have been made to the algorithm in this example, and the im-
plicit order of the end nodes in the bounding box is used. As can be seen in this
example, 8 of 14 correspondences are correct assignments, but 6 of the found cor-
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respondences are mismatches. These mismatches result from the problems already
mentioned. Considering that both skeletons contain end nodes that do not have
a matching partner in the other this is an acceptable result, but a more robust
approach is desired that also is reliable for general matching of 3D objects, even if
the point of view differs for the two shapes. Furthermore, a solution for filtering
the wrong matchings is desirable.

In summary, there are three main problems to deal with when applying the
introduced algorithm to 3D:

e 0SB in 3D: The OSB function requires ordered end nodes, but in 3D, they
cannot be ordered by traversing the contour.

o Similar disc radii: The volumes do not vary much in their breadth. The disc
radii are similar for each skeleton point.

e Dealing with noise: The skeletons are too noisy. The branches are shortened
at different levels or cut off completely.

Some ideas and alterations have been developed to resolve or mitigate the
problems pointed out above and thus, will lead to more robust matching results.
These ideas will be shown in the next sections with two example volumes. More
experiments with other datasets will follow in section 5.6.

5.3 OSB in 3D

As mentioned before, the main weak point in the algorithm for the matching of 3D
data is the OSB function which requires ordered end nodes. The solution would
be to replace OSB by another function that is not order preserving, or to find a
meaningful order for the end nodes.

5.3.1 Replacing the OSB function

The OSB function is used to compute the similarity between two end nodes by
aligning their emanating skeleton paths. In order to replace OSB one needs another
function that is capable of finding optimal assignments in a given cost matrix, but
without requiring any order. One possibility that comes to mind is the Hungarian
Algorithm which also extracts matching costs for a given cost matrix, and thus
can also be used for extracting the similarity value from the path distance matrix.

Figure 5.5 shows a matching between the two example shapes, with the OSB
function replaced by the Hungarian algorithm.

The number of wrong correspondences in this example has increased to 8 out of
14. The result quality does not increase in other examples either. Thus, using the
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Figure 5.5: Applying the algorithm to 3D data, with replacing the OSB function by
Hungarian algorithm. The parameters used were o = 70 and M = 50.

Hungarian algorithm instead of the OSB function does not seem to be a reliable
procedure. The problems are:

e The Hungarian algorithm is not capable of skipping elements. The CT scans
however contain several spurious branches which makes skipping elements
necessary.

e The weakness of the OSB function for the application in 3D is also its
strength: By requiring ordered end nodes, the OSB function does not only
incorporate the similarity of the emanating skeleton paths, but also contour
information. When using the Hungarian algorithm instead, this information
about the shape cannot be used anymore. Furthermore, the disc radii are
very similar for each skeleton point, which leads to similar skeleton paths.
Without the additional information about the shape contour the path dis-
tance alone is not a reliable similarity indicator.

5.3.2 Ordering the end nodes

As was shown in the previous section, replacing the OSB function by the Hungarian
algorithm is not a reliable procedure for computing the similarity between end
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nodes. Hence, it is desirable to find an ordering of the end nodes in 3D to make it
possible to use OSB also in 3D.

Obviously, it is not possible to order the end nodes by traversing the shape’s
contour, as was done in the two-dimensional case. For the aorta volumes the
implicit order of the end nodes by their occurance in the 3D space can be used.
As the point of view is very similar for both volumes, the end nodes are expected
to occur in a similar order.

For other 3D images, this might not be a good solution as the 3D models are
not always expected to be aligned. One possibility to order the end nodes is to
order the end nodes by their distance to the start node.

Assuming that the similarity between two end nodes i and i’ in two skeletons G
and G’ is wanted, the end nodes in skeleton GG are then ordered so that the first end
node 7 in the list of ordered end nodes is the end node with the shortest distance
to 2. The distance is measured by the length of the skeleton path between ¢ and
9. The second end node is the end node i; with the second shortest distance to i,
and so on. This again results in an ordered set of end nodes (ig, i1, ...,4y). The
same procedure is applied to the end nodes in skeleton G’. Given this ordering for
the end nodes, this set can be used for the creation of the path distance matrix,
and, as a meaningful order is now at hand, an order-preserving function like OSB
can be used for finding the similarity between a pair of end nodes.

Figure 5.6 shows an example for this procedure. The number of mismatches in
the shown example was reduced to five mismatches out of 14.

However, this approach is sensitive to noisy input data, where corresponding
skeleton branches do not have similar lengths, as was the case in all of the available
data sets. The order of the end nodes in this case might not be the same for the two
skeletons. Several experiments even showed that for most of the available aorta
images the implicit order of the end nodes by their occurance in the 3D space is a
more reliable ordering.

5.4 Similar disc radii

This issue does not stem from applying the algorithm to 3D data, but from the
special application in matching blood vessel volumes. The problem is that the
disc radii are quite similar for all skeleton points in this special kind of data. The
disc radii are hence a less significant indicator for similar skeleton paths than in
conventional test shapes. Due to the fact that the preoperative volume shows an
aneurysm, the radii are even expected to vary slightly for corresponding paths.
Moreover, three of the available nine test volumes are perforated due to segmen-
tation errors. In these cases, the disc radii vary strongly even for corresponding
paths.
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Figure 5.6: In this matching, the skeletons’ end nodes are ordered by their distance to
the start node, so that the OSB function can be used to extract the similarity costs for
two end nodes.

Thus, an idea for a more reliable approach in this application would be to
replace the path distance definition as defined in equation 4.3. In this definition,
the skeleton path vectors of the radii of the maximal inscribed discs are the most
important parameter for determining the similarity between two skeleton paths.
The assumption is that for several cases, the path length is a more significant indi-
cator for path similarity. Therefore, equation 4.3 is substituted with the following
definition:

pd(p(u,v), p(u',v') = (I; — 17)* (5.1)

The equation has become much simpler: The part with the disc radii was removed
completely. Instead, only the path lengths are incorporated. Thus, the weight fac-
tor « is not needed anymore. The denominator, [;+1., also has been removed from
the equation, only the absolute difference between the path lengths is incorporated.

First experiments showed that in the perforated volumes this new path distance
definition is a reliable alternative to the one introduced in the original paper.
However, for most cases, the path length alone is not a reliable similarity measure
as several branches are shortened at different levels.
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5.5 Dealing with noise

As mentioned before, the skeletons of the blood vessel volumes contain spurious
branches that are not contained in the other skeleton and thus, both skeletons
contain end nodes that cannot be matched non-ambitigously to an end node in
the other skeleton. Also, branches may be shortened or cut off in different levels in
the two shapes, so that correct correspondences are difficult to find. This can have
a negative impact on the matching results, as shown in the previous examples. In
the available data sets, it is difficult to find a similarity measure for skeleton end
nodes that leads to perfect matching results.

Thus, to improve the quality of the matching results, it is necessary to deal
with this noise. In general, there are three possible approaches to deal with this
problem:

1. Preprocess the skeletons: One possibility is to preprocess the skeletons so
that at least some of the spurious branches are removed before the matching
process.

2. Skipping elements in the final matching: An alteration in the matching pro-
cess could be performed that allows the skipping of end nodes in the final
matching.

3. Apply filter to correspondences: The third possibility is to filter the found
correspondences after the matching process according to a predefined signif-
icance indicator.

All of these approaches will lead to results where not all end nodes are matched,
but the total quality of the matching result will increase.

5.5.1 Preprocessing the skeletons

A relevance measure for skeleton branches in order to remove the spurious branches
is desirable. However, preprocessing the skeletons before the matching process is
difficult as no semantic information about the skeletons is known at this point.
Thus, it is difficult to determine which branches should be removed before further
computations.

However, it is possible to determine the significance of a skeleton branch based
on its length. Shorter branches are generally less significant for the representation
of the shape compared to longer branches. It is possible to eliminate these short
branches: For each end node, the length of the emanating skeleton branch is
determined. All branches that have a length smaller than a given threshold are
deleted.
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This procedure does not guarantee better results. In fact, the results can
get even worse as it can lead to branches being removed in one skeleton, but
the corresponding branches in the other skeleton are not. Finding the optimal
threshold to get better results is a difficult task and not all spurious branches
will be found. As can be seen in the previous examples, spurious branches are
not always short enough that they would be eliminated in this process, without
deleting other, more significant branches.

5.5.2 Skipping elements in the final matching

So far, the final matching was always performed by the Hungarian algorithm which
enforces one-to-one correspondences. However, one-to-one correspondences are not
always possible. An alteration to the final matching process is desirable that also
allows the skipping of elements.

One possibility is to extend the Hungarian algorithm to also allow the skipping
of elements in the cost matrix. The easiest way to do so is to add additional
dummy rows and columns to the cost matrix, besides the ones that are needed
to make the matrix square. These additional rows and columns can be seen as
additional dummy nodes in both skeletons. These dummy nodes act like a buffer:
If the assignment of two elements is too expensive, they will be matched to one of
the dummy nodes instead.

Figure 5.7 shows a matching of the previous example volumes, with four addi-
tional nodes added before applying the Hungarian algorithm. As can be seen in
this example, this alteration leads to additional mismatches in the lower part of
the blood vessel, but the wrong matchings in the top were eliminated. All in all,
the number of mismatches is reduced to two out of 10, but this also comes with the
loss of correct matches that could have been found otherwise. The challenge with
this approach is, however, to find the best number of additional dummy nodes. If
the number is too small, mismatches will still occur. If the number is too high,
possible correct matchings might not be found. The experiments showed that too
few or too many additional nodes in the Hungarian algorithm can even lead to
more mismatches.

Another more robust approach would be to substitute the Hungarian algorithm
in the final matching for another matching algorithm that allows the skipping of
elements. One possibility would be to replace the Hungarian algorithm by the
OSB function. The problem again is that OSB requires a meaningful order of
the end nodes. Otherwise, the cheapest path in the matrix cannot be found. The
order already introduced for applying the OSB in the intermediate step to extract a
similarity value from a path distance matrix can be used at this point: The distance
from any end node to the start node can be used as order criterion. The remaining
question is how to choose the “start node”. The solution is to apply OSB multiple
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Figure 5.7: In this matching, four additional nodes were added before applying the
Hungarian algorithm. The original path distance definition as described in [BL0O8| was
used, with the parameters a = 70 and M = 50.

times, once for each combination of end nodes. For each combination of end nodes
i and 7’ in the two skeletons G and G’ the following procedure is performed: The
end nodes of skeleton G are ordered according to their distance to end node i,
measured by the length of the skeleton path between the two skeleton end nodes.
The same procedure is applied to end node i’ and skeleton G’. This results in two
ordered lists of skeleton end nodes {i, g, 1, ..., ip} for G and {7, i, 4], ..., ¢y} for
G'. Based on this order, a new cost matrix can be built as input matrix for the
OSB function: The end nodes are charted in the cost matrix’s rows and columns,
respectively, according to their order in the ordered list. The cell (i,,,4,) in the
cost matrix contains the assignment cost between the two end nodes i,, and 7/,.
The OSB function can be applied to the resulting cost matrix to find corresponding
end nodes while skipping elements that are too expensive to be aligned.

This procedure is done for each combination of end nodes in the two skeletons.
The “best” matching, that is, the matching with the lowest total matching costs,
is assumed to be the right matching.

Figure 5.8 shows an example for this procedure. The number of wrong corre-
spondences has been reduced to four mismatches out of 13.
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Figure 5.8: The original path distance definition was used in this example, with o = 70
and M = 50. The OSB function has been used to compute the final matching.

5.5.3 Apply filter to correspondences

The previous examples have shown that it is difficult to define a similarity measure
based on the skeleton paths when dealing with noisy data. Especially if both
skeletons contain end nodes with no matching partner in the other skeleton optimal
matchings (with few or even no mismatches) are not possible. The idea is now to
filter the result, so that mismatches are deleted.

For example, the matching result for the scenario shown in figure 5.5 should be
filtered. One solution is to filter the found matchings according to their matching
costs. Figure 5.9 shows a graph with the matching costs. The curve’s upward trend
starting at x = 12 indicates that the mismatches indeed possess higher matching
costs. Thus, the filtering of matchings with high matching costs could be a possible
solution to eliminate mismatches.

The remaining question to be dealt with is how to find a threshold for the
filtering. The first approach tested is to compute the mean of all matching costs,
and then delete all matchings with a computed matching cost that is higher then
the mean. Another threshold could be found by computing the median of all
assignment costs. The first experiments have shown that in general, when using
the median as a threshold, more matchings are eliminated than when using the
mean. Thus, more mismatches are eliminated, but this comes at the cost that also
correct matchings are deleted.
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Figure 5.9: Graph showing the increasing matching costs.

Filtering by matching costs is a general approach and could also be applied to
other 3D shapes as well. Another filter approach that can be used especially in
medical data is the filtering by angle: As the two volumes are aligned to each other
in the 3D space, the lines indicating correct assignments stand in a similar angle
to each other. Thus, one can compute the average angle in x, y and z direction
between these matching lines and filter those matchings whose matching lines differ
too much from the average angle in any direction. First experiments have shown
that after filtering the result with this simple approach only few matchings remain,
in several cases even all matchings are deleted. Future work could thus include a
better formula for filtering the matching results by angle.

5.6 Experiments

In the previous section, ideas were introduced to make the algorithm in [BLOS§]
more robust for the matching of 3D data, especially the matching of aorta volumes.
In summary, these ideas are:

e Order the end nodes by distance, or replacing OSB function by Hungarian
algorithm

e Use a different definition for path distances

e Filter the found matchings
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e Replace the Hungarian algorithm in the final matching with OSB.

The single approaches also can be combined with each other to achieve better
results. The question is which combination of these ideas performs best on the
available data sets. Different configurations in the algorithm can have a significant
effect on the matching result.

(b) ()

Figure 5.10: Different configurations in the final matching algorithm. Figure 5.10a:
Hungarian Algorithm was used for the final matching. Figure 5.10b: Hungarian Algo-
rithm was used for the final matching, and two dummy nodes were added. Figure 5.10b:
OSB was used for the final matching.

For instance, figure 5.10 shows the impact of the final matching algorithm in
one data set. Different configurations of the final matching were applied to one
dataset. In this example, the configuration vary only in the final matching. In all
configurations, no explicit order was used for the end nodes. The path distances
are defined by the radii, but without denominator. The figure shows that less
matchings are found in total when OSB is used instead of Hungarian algorithm
for the final matching, as several assignments with high costs are skipped. This
comes with the disadvantage that several correct matchings cannot be found, but
most of the false matchings (in the shown example all of them) are filtered out.

Figure 5.11 shows the matching results in another dataset, with variations in
the definition of the path distance. All remaining parameters stayed the same in
the three setups: The end nodes were not explicitly ordered, OSB has been used to
extract the similarity values of the path distance matrices and the final matching
was also performed by applying OSB. By substituting the original path distance
definition from the paper, the number of mismatches in this example could be
reduced from four to two.

Of course, another important parameter influencing the matching result is the
quality of the input skeletons. Figure 5.12 shows the image of the same aorta
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(b)

Figure 5.11: Different configurations of the path distance definition. Figure 5.11a:
Original path distance from the paper. Figure 5.11b: Path distance by the path length,
including the denominator proposed in the original paper. Figure 5.11c: Path distance
by path length, without denominator.

data, segmented and skeletonized with different parameters. In both matching
processes, the end nodes were not ordered. The path distances were determined
by the path length only - due to the occuring holes in one of the volumes, the radii
are not meaningful. The OSB function has been used to compute the matching
costs between two end nodes, and OSB has been used for the final matching. The
results were filtered by the mean of all matching costs. Spurious branches lead to
three mismatches in figure 5.12a, while the same setup with the “cleaner” skeletons
lead to no mismatches.
First experiments showed that the best approach is:

e The end nodes should not be ordered. In several cases the level of skeleton
branch shortening is too different for both skeletons. Thus, the proposed
order by length is more an approximation than a real order. The implicit
order of the end nodes by their occurence in the 3D cube has shown to be a
more reliable order than the one introduced before.

e OSB should be used to compute the similarity between two end nodes. The
noisy data leads to several spurious branches in the skeletons and makes skip-
ping skeleton elements necessary, which is not possible with the Hungarian
algorithm.

e OSB should be used for the final matching. Due to spurious branches, it is
necessary to be able to skip elements in the final matching process. Adding
dummy nodes to the Hungarian algorithm also deals with this problem, but
the number of nodes to be added varies depending on the data. OSB is more
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(a) (b)

Figure 5.12: Impact of the skeleton quality on the matching result. The volumes shown
are the result of the same image, but segmented with different parameters.

reliable for that purpose without manually setting additional parameters.
Using OSB instead of the Hungarian algorithm usually leads to the loss of
some correct matchings as well, but the overall quality of the matching result
increases by being able to skip spurious branches.

The only parameter where no general solution could be found was the definition
of the path distance. The choice of the path distance definition highly depends on
the quality of the input skeleton, as shown in figure 5.13.

Unfortunately, the number of available data sets is very small. This makes
a proper evaluation impossible. Only nine pairs of pre and post surgery blood
vessel images are available in total, three of them contain distortions the algorithm
can only handle by usage of alternative path distance definitions, as for example
shown in figure 5.13. As this kind of issue is more a problem of the segmentation
and skeletonization and the corresponding data is not really helpful in evaluating
the algorithm, these data sets were left out in the experiments. All experiments
performed in the context of this thesis are therefore only approximate values. It
is not possible to determine the approach’s performance properly with this little
data.

The question is how the matching algorithm can be evaluated for the matching
of aorta volumes. While the algorithm’s performance for 2D shapes was tested
by performing similarity searches in three shape databases, this procedure is not
practical for the matching of aorta images. Instead, the correct matchings in each
data set have been counted for this purpose. The definition of a “correct” matching
is difficult in the context of noisy blood vessel data. As most of the skeletons



92 CHAPTER 5. SKELETON GRAPH MATCHING IN 3D

(b)

Figure 5.13: The impact of the path distance definition on the matching result. Obvi-
ously, in the shown example the path radii are no reliable indicator for path similarity:
Due to the accrued holes in one of the volumes, the radii at the skeleton paths differ too
much between the two skeletons. Figure 5.13a: The path distance is computed as in the
original paper. Figure 5.13b: The path distance is computed by the difference in the
path length.

contain shortened or cut off branches it is often not possible to determine correct
or false matchings.

Therefore, the experiments are performed as follows: First, a ground truth is
established by establishing correspondences between the end nodes in all data pairs
manually. In this ground truth, only unambigitous end node correspondences were
established in order to avoid distorted results. End nodes with no unique matching
partner in the other skeleton are ignored as they would lead to distorted results. In
the next step, the algorithm is applied to each pair of pre- and postoperative images
with the parameters described above. The found end node matchings are compared
to the ground truth. Matchings involving only end nodes that were not matched
in the ground truth are ignored as they cannot be classified unambigitously. All
found assignments are classified according to the following definitions:

e If the assignment involves at least one end node m that is contained in any
ground truth assignment, this assignment is further examined:
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— If the assignments maps m to the same end node n in the respective
other skeleton as in the ground truth, this assignment as classified as
correct.

— If the assignment does not map m to the same end node n in the
respective other skeleton as in the ground truth, this assignment is
classified as wrong.

e If the end node matching involves no end node that is contained in any
ground truth matching, the matching is classified as noise.

The results for the six data pairs available are shown in table 5.1. The table

ground truth | correct | wrong | noise
1 8 5 2 11
2 9 5 4 4
3 9 6 3 4
4 11 10 1 1
5 3 1 1 9
6 7 4 3 6
total 47 31 14 35

Table 5.1: Summary of correct and wrong matchings in the six pre- and postoperative
data pairs. The single pairs are charted in the rows. The column “ground truth” indicates
the total number of manually established correspondences in the ground truth. The last
three columns chart the number of end node matchings found by the algorithm, classified
by the characteristica described before.

shows that 31 of the 47 matchings established manually in the ground truth were
found by the algorithm. In total, 14 mismatches were found, and 35 of the found
matchings were classified as noise.

By additionally filtering the results the number of mismatches and noise can
be reduced significantly, but this comes at the cost that also correct matchings are
eliminated. In the filtered results, only 22 of the initial 47 ground truth match-
ings were found, but only seven matchings were classified as wrong, and only 12
matchings were classified as noise. This behaviour is shown in table 5.2.

If one examines the mismatches in detail, one realizes that mismatches occur
mainly due to the following reasons:

e The skeleton paths generally are quite similar in the aorta volumes. This was
already shown in figure 5.3. It is thus difficult to distinguish skeleton paths
within one volume from each other, only based on the path radii. Hence,
several end nodes get switched in the matching result because the skeleton
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ground truth | correct | wrong | noise

1 8 5 2 2

2 9 4 2 3

3 9 4 2 1

4 11 4 0 0

5 3 1 1 3

6 7 4 0 3
total 47 22 7 12

Table 5.2: Summary of correct and wrong matchings in the six pre- and postoperative
data pairs. Correspondences with a matching cost higher than the mean of all correspon-
dences are filtered out.

paths emanating from them are similar. The problem becomes even clearer
if one inspects the application of the algorithm: The data to be matched
are a blood vessel before a surgery - with an aneurysm - and after surgery
- without an aneurysm. As an aneurysm is a bulge in the wall of a blood
vessel, the radii are likely to differ between the two images.

e The blood vessel volumes contain several junction nodes from which similar
short branches emanate. An example is shown in figure 5.14. The end nodes
at those branches are very similar in their skeleton paths and thus, are likely
to be switched.

Figure 5.14: Example for a mismatch due to similar radii, highlighted in red. The two
end nodes cannot be distinguished based on the path radii.

e Several end nodes have no obvious matching partner in the other skeleton.
Due to that ambiguity and the fact that the path radii are quite similar
for all skeleton points, it is likely that skeleton paths get switched in the
matching process.



Chapter 6

Conclusion and future work

This diploma thesis consists of two parts: First, an existing skeleton based 2D
shape matching algorithm was introduced and analyzed for strengths and limita-
tions. Then, ideas have been developped to extend the described algorithm for the
matching of 3D data.

The matching of salient features of a shape is a key component in several
applications such as image retrieval or object recognition. The matching algorithm
introduced in this thesis uses the skeleton as a shape descriptor. Skeletons are a
reduction of the original shape: 2D objects can be abstracted to one-dimensional
curves, 3D objects can be represented by planes or curves. Skeletons “contain both
shape features and topological structures of original objects” [BLL0O7|. The goal of
the algorithm is to match the end nodes of a shape’s skeleton. The end nodes of a
skeleton hold important geometric information about the shape. In addition, they
are an interesting contour feature as they are part of the skeleton as well as part
of the contour. The algorithm is based on a special skeleton representation that
not only incorporates the skeleton structure, but also contour information of the
shape, like width. The skeleton’s topology is not explicitly incorporated. Instead,
the similarity between the shortest paths connecting two end points are used to
compute the similarity between two end points.

In the experiments for 2D, the algorithm showed its advantages when dealing
with non-rigid objects and articulated joints. An average precision of 0.93 (0.98
with manually pruned skeletons, respectively) for the Aslan and Tari database
shows that shape deformations that do not affect the skeleton topology or the
path radii have no impact on the matching results. The experiments with the
Kimia-99 and Kimia-216 database also showed acceptable results with an average
precision of 0.84 and 0.81, respectively.

However, problems in the recognition performance occured when shapes of
different classes were similar. In addition, overlaps had a negative impact on the
recognition results. A severe limitation of the algorithm is that it requires optimal
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skeletons. The experiments showed that spurious branches in one of the skeletons
lead to distorted matching results in several cases, affecting the object recognition
performance when using the described matching algorithm in a retrieval system.

This sensitivity to noisy skeletons occuring in the 2D experiments poses also
one of the problems in the matching of the 3D data. Another problem for the
extension of the algorithm to match 3D data is that in 2D, the order of the end
nodes as obtained by traversing the contour is an important matching indicator,
holding important information about the shape. As it is not possible to traverse
the contour in 3D, this important information about the object shape cannot be
used anymore. First experiments showed that as an alternative idea the ordering
of the skeleton end nodes by their distance to each other was not reliable enough
when dealing with noisy data. In the context of the matching of CT images the
implicit order of the end nodes by their occurance in the 3D cube posed a more
reliable order criterion a sthe point of view in this type of image is the same, and
the arrangement of the volume in the 3D cube can assumed to be similar.

In general, the matching of blood vessel volumes as done in the experiments, is
a challenging problem for any matching algorithm. The skeletons contain several
spurious branches with no obvious matching partner in the other skeleton. On
top of that, all skeleton branches are quite similar to each other as the radii of
the maximal inscribed discs hardly vary for any skeleton points. The sensitivity
to spurious branches of the introduced algorithm, the lack of contour information
and less significant skeleton path radii information thus are all expected to have a
negative impact on the matching results.

Due to the lack of testing data no reliable experiments could be performed, but
the first analysis showed that the algorithm is able to find correct matchings in
optimal skeletons, but is quite prone to noisy data. In the first analysis, 31 of 47
matchings in the manually established ground truth could be found, but also 14
mismatches occured. The matching results are expected to improve if skeletons
with less noise are used.

Noisy data poses a problem when choosing an optimal configuration for the
algorithm: While in optimal skeletons, the original path distance definition usually
leads to acceptable results, an alternative has to be used for several cases, for
example, if holes occured in the volumes due to segmentation errors. Another
problem is that due to noisy data, a filtering of the matching results is necessary.
In the experiments, matchings were deleted from the result if their matching cost
was higher than a given threshold, for example the mean of all found matching costs.
The problem hereby is that due to the fact that the skeleton paths all are quite
similar in this kind of data, the matching costs are not the optimal indicator for
a wrong matching: Several of the wrong end node matchings could be eliminated
by the introduced methods, but this comes with the cost that also several correct
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matchings are eliminated. In the filtered matching results, the mismatches were
reduced to seven, but only 22 of the initial 47 ground truth matchings could be
found.

A first step to a more reliable matching algorithm for blood vessels was done by
replacing the Hungarian algorithm by applying the OSB function multiple times.
That way, no one-to-one correspondence is enforced anymore which was one of the
main problems when dealing with spurious skeleton branches. Using OSB instead
of the Hungarian algorithm led too less mismatches, as the skipping of elements
is possible. Thus, skipping elements in the final matching is an important step
to improve the matching results. However, the OSB approach is limited by the
fact that it requires a meaningful order of the end nodes. An alternative would
be to combine the approach with other methods: Using a matching model that
also allows for partial matching, but does not require an explicite order of the end
nodes, like the Earth Mover’s distance [DSKT06], could lead to more robustness
in this approach.

The introduced method is a generic approach that can be applied to any kind
of data. For the challenging task of matching blood vessel volumes, further im-
provements are necessary. Single branches cannot be matched unambiguously only
based on the path radii, as they are too similar and likely to be switched in the
matching process. One possibility would be to further involve the skeleton’s topol-
ogy in the matching process. For example, the skeleton’s junction nodes could be
included in the matching process. In the original paper, the junction nodes were
disregarded as the authors argued that junction nodes are not reliable in non-rigid
objects. However, in the application of the matching of blood vessel volumes, the
junction nodes also carry important information about the aorta. Though aorta
volumes are, of course, non-rigid objects, they are usually hardly deformed in a
CT scan. Xu et. al. [XWB09| present an approach to involve junction nodes in
the matching process based on skeleton paths for 2D shapes. Another approach
to incorporate the junction nodes in the matching process would be to involve the
angles of the emanating branches at junction nodes, as they are expected to be
similar for aorta images of the same patient.
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